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## 1 Introduction

The history of computing education research is replete with studies about learning in formal contexts, i.e. students learning from teachers in school classrooms. In this chapter, we explore other contexts in which learning about computing occurs, for example, through reading books, working through online tutorials, competing in hackathons, or asking and answering computing questions on a Q&A website. These activities are all examples of informal learning—learning that is opportunistic, rather than planned; unstructured, rather than pedagogically created; self-directed, rather than teacher-centric; and integrated authentically into life activities (Marsick & Watkins, 2001), rather than taking place in a classroom environment. We collect and synthesize research about informal learning of computing and discuss open questions around where and how it occurs, and how to best support it.

### 1.1 Background

Since the 1970s, many education and learning science researchers have studied and described informal learning. However, all research in informal learning implicitly recognizes the centrality of the individual's learning context: the learner is in control of what is to be learned and when. This contrasts with most school-based and teacher-driven scenarios, where such decisions define the role, purpose, and authority imbued in teachers. In the settings we focus on in this chapter, learning is a central act of life, taking place in the most individual of circumstances on topics that may only be meaningful to the learner, for example, as Papert describes his beloved gears in *Mindstorms* (Papert, 1980).

Definitions of informal learning vary. A literature review by Marsick and Volpe finds six characteristics are intrinsic to informal learning: 1) integrates with life activities, 2) occurs when triggered, 3) is not always conscious, 4) can be haphazard, 5) involves repeated reflection and action, and 6) links to learning of other people (Marsick and Volpe, 1999). Many of these characteristics have long been studied, most notably by Knowles (1975). Knowles described and prescribed self-directed learning, “a process in which individuals take the initiative without the help of others in diagnosing their learning needs, formulating goals, identifying human and material resources, and evaluating learning outcomes.” Some studies have investigated the “triggered” aspect of informal learning by investigating learning that occurred after unexpected events, such as nurses having to learn on the job while at war (Menard 1993). Whereas these viewed informal learning as a mostly solitary activity, more recent views have considered the integration with life and other people, leveraging social learning perspectives. For example,
some argue that with the proliferation of information on the Internet, having knowledge is not as important as the process of discovering knowledge, which makes information resources such as people and technology more important than anything a learner already knows (Siemens 2005). Other recent views of informal learning argue that the divide between formal and informal learning is blurring, challenging the notion of the classroom as a “container” for learning (Leander et al., 2010). Within this view, the emergence of virtual spaces online has amplified the capacity for learning throughout one’s physical and social spaces, not just the classroom.

In this chapter, we view informal learning from Papert’s perspective, where the learner is in control instead of the teacher (Papert, 1980). For example, the only thing that makes a course “online” is the medium a student uses to access resources and feedback from a teacher. The only thing that makes “remote” learning remote is that a student is physically distant from a teacher. If you remove the teacher from the learning, or you view the teacher as just one of many resources for knowledge and feedback, then the lines between formal, school-centered learning and other types of learning become blurred. From this perspective, informal learning can occur anywhere, including work, play, and on-the-side, but also at school, for example in extracurricular activities, or in service of school goals, such as consulting a programming tutorial to prepare for a challenging course.

This same learner-centered view reshapes what it means to be motivated and stay motivated to learn. In a classroom-centric view of learning, a teacher is charged with motivating and engaging a student. A learner-centered view focuses on learners’ motivations, and acknowledges that learners’ motivation are likely to be more heterogeneous outside of a traditional educational institution. For example, a recent study of motivations to learn in MOOCs found that students had several distinct reasons for accessing MOOC content: fulfilling a knowledge gap relevant to their life, preparing for their future, satisfying a curiosity, or connecting with people (Zheng et al. 2015). This diversity of motivations means that “completing” a course cannot be viewed as the only notion of success: many learners may never have intended to complete it.

Since informal learning is so learner-centric, to an educator, it can appear quite haphazard. How then can informal learning be facilitated at all? Marsick and Watkins propose three conditions to enhance one’s informal learning: 1) encouraging critical reflection on what one already knows, 2) encouraging the learner to proactively identify missing skills and learn new strategies to facilitate learning, and 3) stimulating creativity to enable the learner explore a wide range of resources (Marsick & Watkins, 2001). One notable idea that attempts to support all three is the notion of a Personal Learning Environment (PLE), which is any constellation of tools, communities, and services that learners use to direct their learning and pursue education goals (Dabbagh & Kitsantas 2012). Recent studies have found that when students have the self-regulation skills needed to reflect on what they do and do not know, they create more socially-enriched PLEs and experience a greater sense of learning (Cho et al. 2010). Few works, however, have examined how to promote these self-regulation skills, or experimentally demonstrate that they are the cause of these richer experiences and learning outcomes.
In computing education, research has focused on numerous kinds of informal learning, but without the depth that one finds in the learning science research literature. Instead, research has largely explored the vast range of opportunities for informal learning and the systems needed to support it. This area is therefore full of open research questions that could bridge these literatures.

2 Environments for Informal Learning

In this section, we explore several contexts for informal learning. We begin with the primary modern informal learning environment, online learning, which is enabled by the ubiquity of the Internet. Online, learners must discover and use materials and resources, as well as learn to engage the online community. Recently, learners have been able to take advantage of digital textbooks while attending Massive Open Online Courses (MOOCs). Finally, we take a look at summer camps for coding, which expose learners to programming and computing concepts outside the structure afforded in a school environment. Note that we do not discuss other forms of informal learning that have not yet been studied, such as the use of books, magazines, and other media for self-study.

2.1 Online learning

Some of the first efforts to investigate informal learning in computing was in the form of distance learning. This phrase, which we now more commonly refer to as online learning, emerged from the goal of increasing access to computing education. The teaching and research community viewed this shift as one of essentially translating classroom activities to computer based media.

The earliest research on distance learning coincided with the proliferation of access to the Internet in the 1990s. This made it possible for students to attend class remotely. As with most new technologies, teachers attempted to translate existing teaching material such as lectures into new media on the web. Instructors teaching entirely online quickly found that teaching at a distance was not a simple matter of translating content (Gersting, 2000). Instructors wrote about the challenges in translating written classroom notes into recorded lectures that students watched on PCs (Gal-Ezer et al., 2009). Others investigated the challenges of translating synchronous in-person lectures into synchronous online lectures, discovering that engaging students at a distance was more challenging (Koppeleman and Vranken, 2008). Some experimented with office hours through instant messaging and phone calls (Malan, 2009). Many instructors built robust, scalable courseware for packaging lecture content as web content (Dankell and Hearn 1997), created custom tutorials and tool support for writing and submitting programs online (Hitz and Kögeler 1997), and developed generic toolkits for synchronous chat and lectures (Pullen 2006). Some experimented with hybrid online courses that included both classroom and online activities, under the assumption that “independent learning” was an inherent part of learning computer science (Rosbottom 2001); such work continues, investigating blended online and in-person learning in MOOCs (Grover et al. 2015).
Throughout all of these efforts, attempts to evaluate effects on student learning were almost completely absent, with most evaluations simply reporting informally solicited, positive attitudes toward the new media. One of the only rigorous evaluations of learning computing online was performed by Carswell at the Open University in the UK, who found that communicating over the Internet via email had no significant effect on learning outcomes relative to other communication media such as phones (Carswell 1997).

Researchers were more experimental with the web, arguing that the medium had new affordances that needed to be understood (Carswell 1998), such as new opportunities for observation and experimentation on learning that classrooms do not (Howard et al., 2010). Instructors experimented with coding live in front of students, where students used instant messaging to provide a shared display of feedback and guidance on the instructor's programming decisions (Bower, 2008). Some instructors experimented with platforms like Second Life, a virtual environment that supported avatars and chat, embedding development environments and collaboration (Crellin et al., 2009). Others tried using video conferencing to facilitate large scale object-oriented design sessions in which a teacher and a student group developed and discussed solutions to systems design problems (von Wright 2000). As online courses increased in size with the proliferation of MOOCs, it became possible to experiment longitudinally and at scale with new techniques. For example, one study ran a 9-year experiment finding that gamification techniques caused a significant increase in engagement with online class activities (Lehtonen et al. 2015). Few of these studies investigated the informal learning skills required to support online learning in formal coursework.

While all of this work nominally occurred in formal learning environments, research throughout this period of experimentation revealed online learning required many of the same strategies found in informal learning environments. For example, a study of help-seeking in a web development course found that nearly all students sought help in unstructured discussion forums, from both instructors, and peers, and that they often relied on the Internet to learn independently (Park and Wiedenbeck, 2011). A study of help seeking in a user interface development course found that online documentation of APIs and development platforms were fundamental learning resources (Ko and Myers, 2004). These studies show that whatever materials a class provides, when there are more robust materials online, course materials have trouble rivaling the scope, scale, or relevance of content on the entire web. This has the effect of shifting a lot of the learning online, even when students are learning in collocated classroom settings.

### 2.2 Finding and using online resources

Another opportunity for learning occurs when informal learners struggle to find, assess, and use online information resources. Learners employ a variety of resources, including online Q&A websites like Stack Overflow, code search, digitals textbooks, MOOCs, and videos.

Online Q&A communities are key resources for developers seeking answers to programming questions about languages and APIs (Jones & Churchill, 2009). Not only do peers help
diagnose programming bugs, they can also help learners avoid starting from scratch by enabling building projects based on one another’s shared code (and introducing challenges around plagiarism, discussed in Chapter 3.3). Chambers et al. found that students depend on this online information; they frequently used code examples to overcome compilation errors and rarely referenced information sources that could have given them better success rates (Chambers et al., 2012). Other developers use code search to discover this kind of information. Sadowski et al. studied professional developers at Google and found that when they searched for code, they wanted to answer questions about how to use an API, for examples on how the code operates, and why it might be failing (Sadowski et al. 2015). Dorn and Guzdial found that graphic designers also engage with Q&A forums and other documentation sites in order to learn how to automate their work by programming scripts (Dorn & Guzdial 2006). From the perspective of Q&A site owners, it requires substantial design investment and community leadership to make forum designs effective at nurturing inviting, helpful discussions (Mamykina et al. 2011, Begel et al. 2013).

Several studies have found that there are critical information retrieval skills necessary to successfully use online resources about computing. For example, the use of Q&A sites and code search requires people to learn search and query reformulation skills, which are non-obvious to novices (Dorn et al. 2013). DiSalvo et al. discovered that parents looking for CS educational resources for their children had trouble obtaining good results from what they thought were reasonable search queries (DiSalvo 2014). Many researchers have found that novice searchers have trouble writing effective queries and recognizing good sources because they focus shallowly on the surface of a website and lack confidence in their awareness of appropriate online resources (Moraveji et al. 2011).

Other types of online resources can be useful orientations for students who need a first place to look. Hao et al. found that students who face difficult problems first look online, but as the difficulty level rises, they would rather seek out help from peers or other resources (Hao et al. 2016). One problem with online resources is that, because learners often have very specific personal goals, and resources are rarely tailored to those goals, learners struggle to assess the quality and relevance of those resources (Dorn & Guzdial 2010). Studies of professional software developers’ use of API documentation have found that while they use documentation to learn, over time, they continue to rely on them as a form of external memory, stalling recall and deeper learning until just before they are needed (Brandt et al. 2009).

2.3 MOOCs
Informal learners often engage with content developed for formal instruction, such as digital textbooks, but doing so without the structure of a formal learning context can have benefits and drawbacks. For example, Warner et al. found that informal learners who accessed digital textbooks made extensive use of interactive components, such as executing code and answering multiple-choice questions, but rarely viewed textbook sections out of order (Warner et al. 2015). Guo and Reinecke also found that it was easy for learners to become disengaged with materials, as evidenced by a large-scale study of MOOC students’ navigation history with
course materials, showing that learners frequently skipped materials, read out of order, and read shallowly (Guo & Reinecke 2014).

There are also many tensions between the formats used in online media and the need to discuss code. For example, Zhu et al. noticed that text-based discussion forums were inefficient for teaching programming; in order to increase engagement, forums should integrate interactive and visual programming features (Zhu et al. 2015). Guo et al. found that engagement increases when MOOC videos are short, show talking heads, and use hand-made tablet-based drawings (Guo et al. 2014).

Research about the quality of online materials is still scarce. Researchers have partly tried to measure quality by measuring engagement, but measuring engagement can be complex, because of underlying factors of attitudes and motivation (Chapter 3.17). For example, in evaluating videos in MOOCs, people engage more by pausing or rewatching the same MOOC video segment; this can actually mean either that they are interested, or that they are simply confused (Kim et al. 2014). Kim and Ko conducted an evaluation of dozens of coding tutorials using a more principled, analytical method, finding that coding tutorials lack most of the key requirements for successful learning (Kim & Ko 2017), such as personalized feedback about problem solving, explanations about why concepts are important to larger problem solving guidance, guidance on common errors, and adaptation to learners’ prior knowledge. Similarly, in a reflection on five years of MOOC education at Stanford, Cooper and Sahami felt that the lack of personalized instruction and feedback limits positive learning outcomes (Cooper & Sahami 2013).

2.4 Camps
Another widely-studied semi-informal learning context is camps. These can come in the form of after school programs, weekend programs, or week or multi-week summer programs. They are formal in that in there are often multiple instructors guiding learners’ experiences and creative efforts. They are informal, however, in that learners, rather than teachers, are ultimately the ones in charge of what they learn, and how engaged they are, and even whether they attend regularly. After all, since camps are not compulsory, but often voluntary supplemental activities to formal learning, learners view them as a chance to explore their interests rather than satisfy a school requirement. This reduces the teachers’ authority, which shifts them slightly (but not fully) from formal to informal learning

Computing camps are now ubiquitous in some countries. Some are run for profit, while others are non-profits. Some are supported by local colleges and universities and others are run as research projects. And because they often occur outside of the context of a formal education institution, they can be structured in richly diverse ways. One computing camp followed a week-long summer curriculum for middle school girls, aiming to convey future careers, to connect students with invited speakers, and to use programming environments like Alice to tell stories by writing simple computer programs (Webb & Rosson 2011). Others used the App Inventor platform to scaffold the creation of mobile application development through daily
support and guidance (Wagner et al. 2013). The Georgia Computes! project was perhaps one of the most extensive efforts at informal learning of computing, as it spanned the entire state of Georgia. It offered camps that leveraged a variety of platforms, including PicoCrickets, Scratch, LEGO NXT Kits, Alice, LEGO Textrix kits, LEGO WeDo Kits, and Pleo robots, which engaged a broad range of learner interests (Ericson & McKlin, 2012). Beyond these camps offered by researchers, there are countless non-academic organizations that offer camps as a way of engaging youth in computing. This variety of offerings and content is essential, as learners’ interests are very diverse—without diverse content to serve those interests, many learners would lack the motivation to engage.

As a context for research on informal learning, camps are compelling because they offer more control than purely informal settings without teachers. Researchers can devise exactly the experience they want to test, or probe into experience in precise and systematic ways not usually possible in more constrained classroom environments. However, because they lack the compulsory nature of formal learning environments, they can be more dominated by learners’ interests and motivation. This has meant that much research on camps focuses on changes in interest, motivation, and identity, rather than learning.

Research on camps has often lacked rigor. One analysis of published studies found that only 8% of them offered longitudinal evidence of impact of any kind. Most focused instead on measuring attitudes, interest, or programming skills, and reported positive or neutral findings (Decker et al. 2016). Another survey found that camps designed by researchers were significantly different from camps designed by practitioners. The research camps used different approaches, framed alternate outreach goals, and used more rigorous methods to analyze learners’ experiences (DeWitt et al. 2017). Part of the challenge of conducting rigorous analyses of camps is their unstructured nature—learners in the same camp may do substantially different things based on their interests, making it difficult to systematically observe outcomes. The result is that many studies rely on short-term, self-reported changes in self-efficacy, learning, and other outcomes (e.g., McGill et al. 2015, Aritajati et al. 2015).

Some studies devised creative ways of observing impact without relying on self-report. For example, Kelleher et al. wanted to measure how a version of Alice that was designed for storytelling mediated middle-school learners’ motivation to create Alice programs (Kelleher et al. 2007). Rather than asking learners to self-report their motivation to learn, the researchers structured the camp to hold numerous breaks with highly desirable treats like cookies. Researchers then measured how long learners continued to work after the breaks started, getting a continuous measure of in situ motivation relative to desire for snacks and food. Loksa et al. used another powerful idea, giving high school students in a web-development camp a list of requirements for a personal web site they were to create, but also encouraging them to devise self-defined requirements (Loksa et al. 2016). The researchers assessed the complexity and volume of self-defined requirements and analyzed the degree to which students implemented those requirements, and used these to measure productivity over an entire week.
Some research on camps has gone beyond the unit of analysis of a single camp, or even a constellation of camps, investigating entire systems and pipelines of informal learning opportunities. Most notably, the Georgia Computes! project investigated the role of state policy, the interaction between formal and informal learning, and the longitudinal effects of a pipeline of informal learning opportunities on identity and engagement (Guzdial et al., 2014). This type of policy research has led to recommendations about the requirements for success, suggesting the importance of the support of policy stakeholders and partners, of high quality portable resources, of an explicit goal to replicate success across outreach activities, and of multiple levels of details about the system.

3 Strategies for Informal Learning

In this section, we discuss several strategies that learners engage in when learning informally. We start off with self-directed learning, add a social component with peer learning, and move into large-scale community-based involvement in a learner’s progression. We end by looking at how teachers can also be informal learners and can take advantage of the same environments and strategies that other learners enjoy.

3.1 Self-directed learning

Only a few works have considered truly self-directed independent learning of computing. McCartney et al., for example, investigated how computer science undergraduate students approach informal, self-directed learning to supplement their formal education (McCartney et al., 2010). They found that students were inspired to learn in order to complete personally meaningful projects, employing a variety of programming languages and technologies. These students chose to work on these projects because they would be relevant to their work, their home lives, or their careers (for example to prepare for future coursework, or to help out friends and family). Boustedt et al. built upon these findings, reporting that while students in school enjoy informal learning because they gain agency over the process, they believe that they miss important aspects of a topic, have difficulty assessing their learning, and miss the structure of school (Boustedt et al. 2011).

Zander et al. studied self-directed learning by focusing on computing professionals. They found that professionals were implicitly expected to learn on their own, and used a range of resources (e.g. Internet search), strategies (e.g. getting help from others, learning by trial and error, breaking problems into subproblems, etc.), and collaborators (for information gathering) to help them in the process. Professionals found their work-related learning to be enjoyable, and expressed a sense of confidence and pride. Yet, they often found informal, self-directed learning to be stressful, describing it as a never-ending process (Zander et al., 2012).

Many studies of informal learning concern adults. For example, many of the studies by Lee et al. (e.g., Lee & Ko, 2011; Lee & Ko, 2015) involved adults seeking opportunities to learn online through coding tutorials. Guo investigated the motivations behind this adult learning, finding that
many people over age 60 want to learn to code, but get frustrated by their declining cognitive faculties, their lack of opportunities to interact socially with tutors, peers, and teachers, and their difficulties with constantly-changing software technologies (Guo 2017). Adults can also shift their attitudes about computing quickly. For example, a pre-post attitudinal survey of adults playing the Gidget game rapidly shifted their beliefs about the difficulty of programming from negative to positive after just 15 minutes of play (Charters et al., 2014). Few studies, however, have explored these issues longitudinally.

3.2 Peer learning
As Vygotzky proposed, a lot of learning happens in the company of and due to one's peers. Many studies have reinforced this theoretical claim. For example, while social interactions occur face-to-face and virtually, they all take place in contextually-linked places, such in tutoring centers, at whiteboards, in Facebook groups, or even at home where people can work on projects together (Knox & Fincher, 2013). Klomsri et al. found that South African youths took advantage of the ubiquity of Facebook's social networking to learn about one another's viewpoints, support one another, to share their own content with an audience of their design, and effectively achieve their own goals without much overhead due to any formal pedagogy or structure (Klomsri et al., 2013). Studies of mentoring around computing have found that many adolescents’ interest in computing comes from informal peer mentors and not from classes (Ko & Davis, 2017).

Hackathons, large events where people gather to complete projects in collaborative programming teams, offer a significant amount of peer learning. Mentors from tertiary institutions and industry can provide round-the-clock hands-on support, troubleshooting, and advice. Nandi and Mandernach found that undergraduate students participating in hackathons spent quality time practicing the art of working together in teams (Nandi & Mandernach, 2016). Students are motivated to participate in these hackathons primarily for the social appeal of working in a fun environment with new people and new technology (Warner & Guo, 2017). After interviewing 6 hackathon participants, Warner and Guo found that hackathons were perceived by the student to be more authentic, intense, and democratic than classroom learning experiences. Hackathon activities motivate students to learn new skills because of their practical applicability, rather than because they are valued by academics. Working on hackathon projects helps reinforce students’ communication skills, while catalyzing their personal motivations and self-confidence to work on personally-relevant projects.

3.3 Engaging with communities of practice
As we have discussed, a lot of informal learning is social. There is some evidence, however, that effective informal learning requires social engagement with not just peers, tutors, or strangers online, but whole communities (Lave & Wenger, 1991). Learners often engage with community members in the “real world” at work, during academically-sponsored service learning opportunities, co-ops, and internships (Fincher & Knox, 2013). Non-work-based contexts occur in many kinds of authentic communities, such as those that spring up around particular application domains, open source projects, and capstone course projects. The popularity and
success of the Scratch programming environment (Resnick et al., 2009) has created and supported a community of young learners who “remix” one another’s projects to build their own. Dasgupta et al. found that learners who remix more often have larger repertoires of programming commands even after controlling for the numbers of projects and amount of code shared. They also find that exposure to computational thinking concepts through remixing is associated with increased likelihood of using those concepts (Dasgupta et al. 2016). Another study found that while building off one another’s project helps learners get started, it was not related to using more complex concepts in their Scratch projects (Fields et al., 2014).

Engaging in authentic communities of practice can have both positive and negative effects on learners. For instance, Ellis et al. found that students working on humanitarian-oriented open source projects increased their interest in computing, as they gain experience in developing software in a distributed environment (Ellis et al., 2015). Students improved their performance in attendant skills, such as communication and distributed teamwork. Hislop et al. found, however, that while engaging in open source projects made students feel more comfortable interacting with professionals, it also made them feel that they knew much less than they thought they did before (Hislop et al., 2015).

Many institutions offer a capstone course to senior undergraduates, in which a team of students works with an outside for-profit or not-for-profit company (e.g., Cicirello, 2013, Stone et al. 2011, Stone et al. 2012). While project specifications come from the outside, students engage in authentic work experiences in the safe, monitored environment of tertiary institutions. The outside partners simultaneously monitor the students’ progress, as they anticipate and eventually receive delivery of the final product. In a report by Bloomfield et al. about the service-learning oriented capstone at the University of Virginia, students connect with local nonprofits to work on meaningful projects with real impact to the community, while learning teamwork, customer management, and organizational skills (Bloomfield et al., 2014). Working with outside partners takes real effort and administrative capabilities from tertiary institutions, however. Venkatagiri found that implementing a service-oriented capstone in India required the instructor to negotiate appropriate contracts with outside partners to ensure appropriate expectations were communicated along the way. Instructors also had to train students in soft skills, such as effective brainstorming, presenting progress reports, and engaging with customers (Venkatagiri, 2006).

3.4 Teachers as informal learners
Teachers are learners too, of course, and because of the demands on their time, much of the learning they do to teach computing is informal. For example, researchers have created online communities with the goal of supporting informal learning by teachers struggling to master new concepts to deploy in their classrooms. These communities can also be used to share knowledge and support one another’s pedagogy development. Research in this area focuses on building effective communities of practice (Schlager and Fusco, 2003). Booth and Kellogg studied online communities for teachers and found that fostering a diverse population of members with various perspectives and levels of expertise helped one another co-construct
new forms of meaning and understanding in ways that were individually and collectively valuable (Booth & Kellogg, 2015).

Designing online communities for promoting teacher learning is not easy. Fincher et al. studied the Nifty Assignments online resource and found that while acquiring contributions was effective (because they come from a special session at the yearly SIGCSE computer science education conference), teachers navigating the site had difficulty finding appropriate assignments to use because they preferred to find resources via general web search, rather than browsing through a forum organized by contribution year (Fincher et al., 2010). Teachers found it difficult to identify the pedagogical concepts taught in each assignment and also had to spend time to adapt assignments to their own classrooms. For an online community for the Greenfoot environment, Brown and Kölling compared their new sites’ use with three different populations of educators, they found that each population behaved very differently (Brown & Kölling, 2013). Some shared information or announcements much more than others, and some asked domain-specific questions when others did not. Even the kinds of contributions and feedback varied among the populations in ways that the designers of the site could only identify, not influence. Leake and Lewis found similar differences in needs between novice and experienced secondary school computer science instructors (Leake & Lewis, 2017). Novice teachers wanted the ability to build off lessons and resources created by more experienced ones, but simultaneously reported difficulty in adapting those resources to their particular pedagogical contexts.

As Chapter 3.16 notes, engaging high school teachers in online communities is challenging. Howard and McKeown found that site designers found it difficult to engage communities of teachers because their teachers did not perceive the online community as an integral part of their normal work practice (Howard & McKeown, 2011). Leake and Lewis noted that informal learners who are teachers have a difficult time finding appropriate information resources, and do not contribute to them because it takes too much time away from what they perceive as their real job, teaching (Leake & Lewis, 2016). Mitchell and Lutters studied university professors in computer science and found similar results. While most were aware of repositories of instructional materials, only about half had ever used one, and of those who had, most expressed disappointment that the repositories did not meet their needs (Mitchell & Lutters, 2006). Clements et al. classified many different kinds of learning object repositories and suggest that teacher-generated, collaborative, quality instruments are the most sustainable (Clements et al., 2015). Beyond this work, however, there is little design guidance on creating useful informal learning repositories for teachers.

4 Supporting informal learning of computing

As we have discussed, prior work shows that people engage in a wide range of informal learning activities to learn computing, but that many struggle to learn independently.
Consequently, much of the research on informal computing education has focused on designing tools, resources, and experiences that promote longer engagement and better learning.

One form of improvement is offering new genres of instructional content. For example, early research, driven by the advent of the internet, explored new web-based multimedia tutoring environments that would provide richer explanations of computers, compilers, and circuits than were possible in a classroom, while also offering automated assessments that would allow learners to be self-paced and independent (Connelly et al., 1996). More recently, researchers have focused on a wide range of new experiences. Some have investigated case-based learning aids that embed instruction in tasks, contextualizing learning to the goals that an independent learner might be trying to achieve (Dorn 2011). Others have explored more interactive tools like PythonTutor that provide deeper visibility into notional machines (e.g. Guo, 2013), allowing students to independently explore the behavior of their own programs. Researchers have also explored a range of programming games that translate tasks in programming and debugging into interactive games that promote learning (Lee et al., 2014, Bishop et al., 2015, Miljanovic & Bradbury, 2017, Tillmann et al., 2011). Others have focused on developing interactive ebooks, including those with embedded program visualizations to contextualize program behavior with other instruction (Sirkia & Sorva, 2015), worked examples that support self-assessment (Ericson et al., 2015, Ericson et al., 2016), and granular interactive explanations of programming language semantics (Nelson et al., 2017). While teachers can use all of these novel genres of interactive instructional content to support formal learning, none of them require teachers to be used.

Some research is less focused on inventing new genres of instructional content and more on improving existing genres. For example, a series of studies on the Gidget programming game explored how different design decisions affect discretionary engagement in learning. For example, one study found that by visually representing the robot in the game with an anthropomorphic face and by rewriting error messages to use more collaborative personal pronouns such as “I,” “you,” and “we,” learners were more likely to attend to error messages, learn from them, and therefore master programming language concepts more quickly than learners who interacted with more conventional error messages and a robot with no face (Lee & Ko, 2011). This work was one of the first to frame error messages as instructional content. A follow up study found that by making the objects in the game vertebrate objects like cats and mice instead of inanimate objects like rocks, students spend more time learning and complete more exercises in the game (Lee & Ko, 2012). A third study found that incorporating formative assessments in the game led players to voluntarily play longer, and complete levels more quickly, suggesting more efficient learning (Lee et al., 2013). In MOOCs, some researchers have studied the effect of video, tutorial, and quizzes on dropout rates (Kim et al., 2014), finding that learners are deterred by long videos, abrupt transitions, and learning challenges without resources. These studies show that seemingly small factors in the design of materials can greatly impact the quality and duration of discretionary learning.
Because creating and designing effective instructional material for the wide range of concepts in computing can be challenging and slow, researchers have increasingly investigated techniques for automatically generating instruction using intelligent tutoring systems. For example, some have explored ways of semi-automatically generating API tutorials composed of code examples from open source projects on the web (Dahotre et al., 2011, Harms et al., 2013). Preliminary studies of these systems show that they can successfully promote learning, especially relative to fixed media such as textbooks. Others have explored end-user programmers who need to learn a little about programming to help automate a task, embedding end-user software engineering tools that generate context and task relevant instruction on design, reuse, integration, testing, and debugging (Ko et al., 2011). There are hundreds of such systems, each with the primary goal of helping people automate work, but the secondary effect of promoting some learning. For example, the Idea Garden concept explored opportunities to generate contextual problem solving instruction, helping people trying to write simple programs learn problem solving skills that helped them get unstuck on a programming task (Cao et al., 2011).

While some systems have explored generating instruction, others have focused on generating feedback about learners’ skills. Cognitive tutors have focused on providing step-by-step feedback and guidance on problem solving (Jin & Corbett, 2011). Environments that gamify programming, inspired by how well video games promote skill mastery through feedback, show stronger learning outcomes than environments with no feedback or guidance (Lee & Ko, 2015). For decades, researchers have explored automated feedback in the context of online courses (Truong, 2005, Fitzpatrick et al., 2017). Unless learners can explain to themselves where this feedback comes from, many learners find automatically generated feedback to be untrustworthy (Kulkarni et al., 2014).

Rather than automate feedback, some researchers have explored ways of scaling peer feedback in informal settings. These include structured peer assessment in basic online forums (Warren et al., 2014), but also a range of new media. For example, Codeopticon let learners simultaneously chat with dozens of other learners, scaling peer feedback (Guo, 2015). Codechella let multiple people write code, visualize run-time state, debug, and chat in real time (Guo et al., 2015), creating a shared visual display of learning dialogue. Codepourri let anonymous learners create and share step-by-step coding tutorials for other learners (Gordon & Guo, 2015). These systems explore new ways to help learners support each other in their informal learning, without the aid or guidance of teachers or automatic feedback systems.

5 Open Questions

As we noted before, research on informal learning of computing is broad, but not deep. Researchers have explored many novel ways to support informal learning of computing, but only a few projects have deeply explored their impact on learning, and few have deeply leveraged theories of learning to inform design. There are also not yet clear best practices for
doing research on these topics: the field still lacks robust, valid measures of many of the
canstucts it seeks to improve, such as learning, interest, and engagement.

Despite this lack of research infrastructure, there are still many urgent open questions about
how informal learning unfolds and how to support it. Because of the inherently learner-centric
nature of informal learning, many of the most important questions concern how to support
learners, if not through a relationship with a teacher in a formal institution of education. For
example, should learning technologies structure learning for learners or should learners be
taught how to structure their own independent learning? What role can librarians play in helping
learners navigate their informal learning? Since learners are often seeking online resources to
learn to code, how can they be supported in searching, selecting, and effectively leveraging
resources? These questions are important in every setting, whether after school, in a camp, in
an online course, or completely separate from a formal learning setting.

Equally important are questions about informal learning resources themselves. How can we
know whether a resource is effective? Is it possible to automatically personalize resources so
they meet the goals of a specific learner? Is it possible to automatically generate resources to
meet the wide range of things that people want to learn about computing, such as new APIs and
platforms? How do informal learning materials need to be different from those used in formal
education settings? How should resources be maintained and organized? Do they need to
provide the same support as a teacher? Can they? Because so much about learning computing
involves formal notations, it may be more amenable to automation than many other kinds of
learning, but some things, such as a relationship with a trusted, supporting teacher, probably
cannot.

Finally, as we noted throughout the chapter, much informal learning does involve teachers,
framing them more as facilitators and resources rather than authority figures. In these
learner-driven settings such as camps and online, is the kind of guidance and support that
teachers need to provide different from those of formal classrooms, more akin to mentoring than
instructing? And given the scarcity of people with expertise in teaching computing, how can we
scale the guidance that teachers provide in formal learning?

Finally, we still know very little about the broader impacts of informal learning of computing. For
example, widespread efforts such as Code.org’s Hour of Code, and the dozens of online coding
tutorials, are engaging hundreds of millions of people, but we still know very little about what
anyone learns. Is this knowledge robust? Is it comparable to what is learned in formal settings?
And is this informal learning more or less equitable than in formal settings?

We are just at the beginning of understanding how people learn computing outside of school.
With further research, we may not only find ways of supporting learners in their self-directed
learning more effectively, but also for those in school, how to better integrate their learning
across formal and informal settings.
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