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Programming is one of the most powerful and expressive ways of interacting with computers, but also one of the most challenging to learn. Despite this, people attempting to learn programming often do not receive explicit training or support in developing the mental skills required to succeed. If they are to succeed, learners are often required to independently become self-aware, systematic thinkers while developing and refining strategies to understand and manipulate new abstract concepts in a language they have likely never even seen before.

However, to better support everyone who wants to learn programming, this dissertation presents a problem solving framework and a programming self-regulation framework. These frameworks give educators and learners the terms and definitions to discuss and reason about the types of behaviors programmers go through to solve programming problems. They also stand as novel domain specific theories of problem solving for researchers to build upon.

To better support learners developing the mental skills necessary for programming, their current skills should be understood. Lacking such an understanding, I conducted two empirical studies investigating the self-regulation of untrained novices, providing a first look into how novices self-regulate while programming, how their self-regulation helps them avoid errors, and where they can use the most support developing critical programming skills.

With an understanding of novices’ initial skills, new pedagogical methods should be developed to help learners develop and grow their current skills. To this end, two new pedagogical methods to
support programming problem solving were invented and evaluated. The first of these evaluations demonstrate that not only is explicitly teaching programming problem solving possible, it can help learners become more productive and more independent while boosting their self-efficacy and substantiating their belief that they can become programmers. An evaluation of the second pedagogical method, an online tool delivering a novel form of programming instruction that can support instruction at scale, may help learners achieve more programming success.
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Chapter 1

INTRODUCTION

Programming is one of the most powerful and expressive ways of interacting with computers, but also one of the most challenging to learn [63, 65, 117]. One reason programming is hard to learn is because the list of things people have to learn to program is constantly growing [112]. Learning multiple programming languages [79], programming tools [78], and application programming interfaces [92] are only a few of the countless forms of technical knowledge people need to learn programming.

In addition to technical skills, people need to believe they can learn to program, which is challenging in the face of many powerful social forces. Issues such as gender and racial stereotypes about who programmers are [35, 66, 67, 69, 104], teacher bias against students without “the geek gene” [62], and learners’ lack of intrinsic interest in computing [35] can severely limit learning outcomes. There are several evidence-based instructional techniques that can substantially improve learning and reduce attrition [90]. However, without careful implementation of these best practices many learners struggle through courses, feeling disoriented, lost, frustrated, and unsupported [53]. Worse yet, recent work has found that introductory CS courses can convince learners that their abilities are fixed and cannot be improved with practice [38, 102], deterring them from further efforts to learn programming.

Another reason programming is hard to learn, and of recent interest in the computer science education research community, is developing problem solving process knowledge. Problem solving process knowledge is one’s understanding of how to solve programming problems. This includes skills like knowing how to interpret and understand a programming problem [115], envision and adapt algorithms [49], translate those algorithms into a programming language notation [117], verify the implementation actually solves the problem through testing [51], and how to debug a
program when it does not do what was intended [54]. Each of these activities are hard learn on their own. Even more difficult is learning how to decide when to do each of them, and how much of each to do. Perhaps because of these well known difficulties, programming has historically been linked to cognitive ability and problem solving. For instance, there were early claims that the act of programming would develop more disciplined thinking processes [26, 80], suggesting that while teaching computers how to think, the programmer also explores their own thinking process [81]. Further work on the topic by Pea and Kurland found little evidence that learning programming promoted disciplined thinking and awareness of process, however, they they did draw upon learning sciences literature to argue that the act of programming does require these skills [83].

Once a learner overcomes the difficulties of gaining problem solving process knowledge, they are then confronted with the difficult task of developing the skills to put that knowledge into practice. One general skill set that can help people orchestrate all of these problem solving activities into a successful outcome is self-regulation [119]. Self-regulation includes skills like monitoring one’s process, reflecting on whether one’s process is successful, monitoring one’s comprehension of important concepts, and identifying alternative strategies for solving problems. For example, even if someone is still mastering the basics of a programming language, strong self-regulation skills might help them recognize that they do not have a strong understanding of how a for loop executes in Python. This might cause them to strengthen their understanding before continuing to write or revise their code. Or, when someone is struggling to diagnose a failure in their program, self-regulation skills might help them recognize that they are floundering and seek expert guidance on how to more productively diagnose the problem. Research consistently shows in both programming [33, 34, 83] and other domains such as math [73] and science [100], that self-regulation skills are strongly associated with problem solving success. Recent work shows, however, that most novices have poor self-regulation skills which are associated with poor problem solving outcomes [44]. While self-regulation is a general skill that applies broadly, it is unclear how easy, and to what extent, successful self-regulation skills in other domains are transferable to programming. What is clear is that without strong self-regulation skills for programming, learners struggle to learn programming [44].
1.1 The Problem

People attempting to learn programming do not often receive explicit training or support for developing the mental skills required for programming. Many opportunities for learning programming focus on the difficult challenge of communicating the vast amount of technical knowledge programming requires, however, this is not the only reason for a lack of training in mental skills. Programming problem solving is a complex activity that poses many diverse cognitive demands on learners. Despite the wealth of research on cognitive activities in other domains such as math and science, it is not yet clear how well those findings apply to the domain of programming. Thus, the cognitive activities for programming are not yet well understood by computer science researchers or educators, making it difficult to successfully develop methods to train learners. Thirty years ago Elliot Soloway argued that expert programmers “have built up large libraries of stereotypical solutions to problems as well as strategies for coordinating and composing them. Students should be taught explicitly about these libraries and strategies for using them” [105]. Computer science education has yet to realize this vision. Too often, students are left to develop these strategies on their own, and if they fail to do so, they quit [9].

1.2 A Solution

One solution to support the development of the mental skills necessary for programming is to invent pedagogical methods to explicitly teach learners these mental skills. Thus, my thesis is as follows:

Novice programmers often lack disciplined programming problem solving, however, explicitly teaching and supporting the development of metacognitive and self-regulation skills can improve learners’ problem solving, significantly increase productivity, self-efficacy, and independence, while avoiding growth mindset deterioration.

The goal of this dissertation work is to investigate this claim by exploring learners’ existing metacognitive skills as they are applied to programming and using these findings to invent and
evaluate new ways of explicitly teaching and scaffolding metacognitive and self-regulatory skills to support learning programming.

1.3 Approach

This dissertation uses a mixed-methods approach to explore existing mental work and evaluate newly invented frameworks and tools to support the development of mental skills to support learning programming. Each study depicted in this thesis utilizes a different methodology and gathers different types of data to understand the mental work of the participants providing a triangulation of evidence used to evaluate the thesis. All of the studies described herein take a predominately post-positivist theoretical perspective on the work. This is primarily due to a lack of existing knowledge of novices’ self-regulation to help interpret results.

1.4 Definitions

There are a number of terms and phrases used in this dissertation that deserve to be clearly defined. This section presents definitions with terms that have no agreed upon definition in literature, or that this dissertation uses in a way that may differ from the expected use.

The first of these terms is *programming*. This dissertation is grounded in the idea that programming is primarily an iterative process of refining mental representations of computational problems and solutions and expressing those representations as code. This definition highlights the cognitive nature of programming and relegates the writing of computer code to an activity that follows from the mental work being conducted by a programmer.

The next two terms that require clarification are *metacognition* and *self-regulation*, which must be addressed in tandem. The literature is unclear about the relationship and boundaries between these two terms. Some models depict self-regulation as a sub component of metacognition while others depict the inverse or suggest they are completely separate cognitive processes. What is agreed upon is that they are both cognitive processes that influence, and are influenced by, many other cognitive processes such as attention and memory. In this dissertation *metacognition* refers to knowledge about one’s own thinking and knowledge. Metacognition includes *problem*
solving process knowledge such as the mental repository of known problem solving strategies, and identifying which problem solving strategies have been successful or unsuccessful in the past. Metacognition also includes metacognitive awareness, which is the ability to monitor one’s mental state, and the awareness of the mental work currently ongoing.

While metacognition deals with mental knowledge and the ability to monitor mental processes, in this dissertation self-regulation refers to the ability to enact control over mental processes. Self-regulation includes activities such as evaluating one’s understanding of a given problem, the selection of problem solving strategies, stopping to evaluate a strategy in use, and evaluating one’s current mental or emotional state.
Chapter 2

RELATED WORK

Research on metacognition and self-regulation are prevalent in various branches of psychology and education, but computer science education is a nascent field and lacks the depth of work on these subjects. This chapter explores five major areas of research: Understanding self-regulation, teaching self-regulation, understanding metacognitive awareness, modeling programming process, and existing problem solving frameworks.

2.1 Understanding Self-Regulation

Computer science researchers are now increasingly conducting research on self-regulation and attempting to understand its role in programming expertise and learning. Most notably, the studies agree that self-regulation is a critical skill for successful programming.

Prior work shows that programming expertise demands a high degree of self-awareness and self-monitoring [31, 59]. In a study of Microsoft software engineers the authors found that experts’ systematic and self-reflective methods are a large part of what makes them experts [59]. These types of self-regulation skills manifest as the deliberate systematic practices that expert programmers and teams use to structure their work [85].

It is not just experts who benefit from self-regulation, students also benefit from strong self-regulation skills. Multiple studies have found that the more complex a programming task is, the more that both novice and expert programmers exhibit metacognitive self-regulation behaviors such as explicitly monitoring their progress and reflecting on the effectiveness of their problem solving strategies [31, 56, 93, 102]. In an analysis of teaching and learning programming, Sheard et al. highlighted that self-regulation as a vital set of skills students need to achieve success at programming [103].
Seeking to understand how students navigated learning programming, Falkner et al. investigated the self-regulated learning strategies used by students. Using retrospective survey data, the authors identified examples of successful self-regulated learning strategies used by students. They categorized the strategies as either general strategies which were applied to programming or programming specific strategies. Examples of the strategies they identified include time management, goal setting, and planning. They also found that while explicitly scaffolding strategies helps students develop successful strategies many novices often struggle to engage in the most successful of strategies like problem decomposition and understanding. Additionally, they found that even when they attempt to use these strategies, many do so unsuccessfully. In another study, Liao et al. used interview data to understand areas of student behavior that might help identify characteristics of high- and low-performing students [60]. They found that low performing students were characterized by having used fewer metacognitive or resource management strategies. This finding is consistent with many other studies investigating learning strategy use [10, 86, 88].

2.2 Teaching Self-Regulation

Acknowledging that programming requires self-regulation, Bielaczyc et al. investigated the impact of teaching self-explanation strategies to students. They categorized the self-explanation strategies as “domain-general” strategies which included 1) identifying and elaborating on the relations between the main ideas of a text, 2) determine the form and meaning of code examples, and 3) connect the concepts in the texts to the code examples. They found that students who received explicit training on self-explanation strategies used these strategies more than those without the training, and increased their problem solving success [11].

2.3 Understanding Metacognitive Awareness

Learning to code not only requires effective instruction on syntax, data structures, and abstraction, but also the development of metacognitive awareness [71]. There are many techniques in prior literature for teaching metacognitive skills in other domains. For example, prior studies on problem solving in reading and math taught learners about general limitations and biases in human
learning and memory [29, 100] and provided planning, monitoring, and evaluation checklists [99]. Unfortunately, there is little insight in prior work about how to promote metacognitive awareness in programming. The closest effort is the Idea Garden [19], which helps learners who are stuck by providing deliberately imperfect hints in an IDE and suggests problem-solving strategies (e.g., dividing and conquering, making analogies, and generalizing a solution). There is also some evidence that contextual hints help learners succeed more independently [50] and that scaffolding metacognitive work is beneficial in invention activities [96]. While these are beneficial, they are not designed to promote metacognitive awareness.

2.4 Modeling Programming Process

Programming process is simply the process of solving programming problems. There are several types of media from prior research that have some capacity to model the problem solving process for programming. In this section, I discuss these media types, some of their representative works, and their limitations.

Worked Examples

Worked examples are often used to teach problem solving process in other domains such as math and physics. Subgoal-labeled worked examples from [74, 75] provide a problem, program code that solves the problem, and comments that describe rationale for each part of the solution. These examples can implicitly model the identification of problems, some aspects of planning, and rationale for solutions in comments. However, because they are static code examples they do not explicitly show process. Other than the code comments, usually explaining what a line of code does, these examples hide most of the thinking that occurs during programming relying on learners to make inferences about how a programmer arrived at that solution. Programming is highly iterative and by providing only a final solution they hide the authentic iterative process of refining the code into the final solution. This masks all of the revisions that programmers make as well as all of the decisions behind those revisions.
The developers of the ChiQat tutor [2, 40] took an interactive approach to worked examples. The ChiQat tutor provides users with interactive worked examples that allow the learner to step through the implementation of an example often one line of code at a time. These worked examples are not intended to model the problem solving process, but rather to deliver knowledge and rationale about a specific programming concept such as recursion. Despite still not showing any iteration, the ChiQat examples are an improvement over traditional worked examples because the solutions are shown incrementally allowing users to reflect on each line or block of code as it is being written.

**Textbooks**

Prior research has led to some notable textbooks for explicitly teaching aspects of programming process. For example, *Designing Pascal Solutions: A case study approach* [24] and *Designing Pascal Solutions: Case studies using data structures* [25] were the result of Linn and Clancy’s work on case studies [61]. This study showed that students learning with case studies that incorporate expert commentary developed better design skills than students who did not. These texts present the expert commentary and rationale, intermixed with the programming code, in a narrative about how an expert solved a given programming problem. The case studies also use speculative questions, prompting users to reflect on choices and predict consequences and further supporting reflection and metacognitive awareness. While these books do a great job of modeling process, it may still be difficult for learners to emulate the programming process depicted for a few reasons. For instance, each case study presented in the texts are a full chapter with a median of 44 pages. Despite the lengthy page count, these case studies are still very dense and require learners to be both highly motivated and focused. The information presented in each case study is also highly specific to the problem presented which can make it difficult to transfer rational from the case studies to novel problems. These case studies far surpass any programming worked examples in both content and quality, but they are not without their drawbacks.

Another notable and widely used book is *How to Design Programs* (HtDP), which also aims to teach process. Recent work has used HtDP as a basis for studying how students use prior knowledge to create programming plans [36, 37], demonstrating its potential to teach process. These books
model planning and evaluating solutions as well as iteration at an architectural level, but not an algorithmic level. Of course, because textbooks are static, they cannot easily show a program being edited at a low level of granularity or easily illustrate the effect of edits on program output. The process depicted also prescribes a single approach to writing programs and lacks support for students who might make missteps along the way.

**Programming Demonstrations**

There are many contexts in which instructors provide demonstrations of programming process, or professional software developers livestream themselves programming to help others learn [118]. Unlike worked examples and textbooks, demonstrations have a strong potential to show process, because they are inherently temporal and focus learners’ attention on a programmer, their decisions, and their actions. However, to scale them, they must be recorded, which imposes challenges for modeling self-regulation: the programmer has to perform a prescribed demonstration well, and comprehensively think aloud while programming. If they make a mistake, recordings are hard to edit, which may be important as instructors learn how to improve their explanations. Prior work suggests that learners also have challenges when browsing, skimming, and navigating instructional videos [82], while other studies have identified difficulties in sustaining engagement in videos [42].

**Programming Tutors and Tutorials**

Prior work has also explored intelligent tutoring systems that teach various aspects of programming. For instance, the original LISP tutor focused on basic functions in LISP and how to compose them into basic algorithms [3]. Similar tutors teach specific knowledge, such as how specific programming languages execute programs [79] and how to trace programs [46, 116]. There are hundreds of tutorials online that present content for learning and practicing basic programming language constructs and algorithms [52]. While all of these have the capacity to model problem solving process, they generally do not. Instead they provide static code examples, formative assessment of specific programming language knowledge, and in the most advanced cases targeted
feedback about misconceptions about this knowledge.

Some intelligent tutors in other domains such as math have embedded self-regulation prompts into problem solving. For example, Long et al. embedded self-assessments into a math tutor, which helped promote better problem solving [64]. Other tutors have provided feedback on self-regulated learning strategies in the context of math problem solving [1, 68]. While these approaches have been shown to effectively scaffold self-regulation skills during problem solving, they have not been explored in open-ended programming contexts and there have been few efforts to assess if self-regulation skills transfer to future contexts.

2.5 Existing Problem Solving Frameworks

There are multiple general problem solving frameworks or problem solving frameworks from other domains, however, none of them are specific to programming. One example of a general problem solving framework is presented in the book, *The IDEAL Problem Solver*. The IDEAL framework identifies five steps of problem solving. The first is to identify problems and opportunities so you understand what the problem is and frame it as an opportunity to be creative. The second step is to define goals so you understand what the wanted outcome is. The third step is explore possible strategies to solving the problem which may require reanalysis of your goals so you know what your options are. The fourth step is to anticipate outcomes and act, stating that you must consider the ramifications of the selected strategies and outcomes and actively test them through prototypes or simulations to understand what those ramifications might be. The final step is look and learn suggesting that we should reflect on our strategies and their outcomes and learn from the process of solving the problem. These steps certainly provide some guidance about how to approach problems, but they are presented very abstractly so that they can apply to a wide range of problems. The steps also require many concrete examples to be able to understand and employ them successfully. It can be difficult to see how these steps directly apply to programming. For instance, because programming is very abstract, when exploring possible strategies to solve a problem a programmer may need to write code to understand if these possible strategies might work. If they do work then the problem may be solved on step three. If the strategy doesn’t work, is it unclear if that is
because the code isn’t structured correctly or if the strategy itself is not a good match for the problem. Because of these, and other, confounds a very general problem solving framework is ill suited for the abstract and iterative nature of programming.

An example of a domain specific framework is Polya’s mathematical problem solving framework from his book *How to solve it* [89]. In this book Polya provides a framework of four steps to solving problems: Understand the problem, make a plan, carry out the plan, and look back on your work. Accompanied with each of these steps are rules of thumb on how to make progress on the steps. These included strategies such as focusing on the unknown, solving similar problems first, and working backwards. This framework and accompanying strategies greatly advanced problem solving in mathematics education and problem solving in general. However, little is known about how to apply this framework to programming or how the structure of a programming problem might differ from that of a mathematical problem. Additionally, programming strategies differ from mathematical strategies. For instance, working backwards in math might mean working from a correct answer and deriving the steps necessary to come to that solution. In programming, a correct answer is the working code, thus, the problem is already solved. To achieve benefits similar to those that Polya’s framework had on mathematical problem solving, computer science education requires a problem solving framework specifically tailored to the domain of programming.
Chapter 3

THEORETICAL FRAMEWORK

Lacking existing domain specific theoretical frameworks for conceptualizing how one solves programming problems, this dissertation contributes two complementary frameworks: The problem solving framework and the programming self-regulation framework.

3.1 Problem Solving Framework

The problem solving framework describes a set of six nominally sequential behaviors that literature on the psychology of programming suggest are essential to successful programming. Programmers frequently engage in and revisit these behaviors as they iteratively implement a solution and discover knowledge about the problem and solution that was not initially apparent. These six behaviors are:

- **Reinterpret problem prompt.** Programming tasks typically begin with some description of a problem which programmers must understand, interpret, and clarify. As with other forms of problem solving, this understanding is a cognitive representation of the problem used to organize one’s “continuing work” [41]. The more explicit this interpretation process, the more likely a programmer will overcome ambiguities in the problem [93]. The less explicit this process the more likely a programmer will misinterpret the problem and be working to solve something that was never intended.

- **Search for analogous problems.** Programmers draw upon problems they have encountered in the past, either in past programming efforts or perhaps in algorithmic activities they have encountered in life (e.g., sorting a stack of books or searching for one’s name in a list) [45]. By reusing knowledge of related problems, programmers can better conceptualize a problem’s computational nuances. Without explicitly drawing on this knowledge, programmers may
spend a lot of time and effort seeking a novel solution to what may be very familiar problems.

- **Search for and adapt solutions.** With some understanding of a problem, programmers seek solutions that will satisfactorily solve the problem by adapting solutions they have used in the past or by finding solutions in textbooks, online, or from classmates or teachers [14, 56].

- **Evaluate a potential solution.** With a solution in mind, programmers must evaluate how well this solution will address the problem. This includes actions like feasibility assessments, mental algorithm simulations, or other techniques of sketching or prototyping a solution before implementing it [55]. Without evaluating potential solutions programmers may waste time writing code and integrating it into their program only to find that it does not actually solve their problem.

- **Implement a solution.** With an acceptable solution in mind, programmers must translate the solution into source code using their knowledge of languages and tools.

- **Evaluate implemented solution.** After implementing a solution, programmers iteratively converge toward a solution by evaluating how well their current implementation solves the problem. This typically involves software testing and debugging [56, 93].

While this framework holds many similarities to numerous frameworks for problem solving in specific domains such as Polya’s mathematical problem solving framework [89], and general problem solving techniques like Bransford and Stein’s IDEAL problem solving method [16], the problem solving framework has been refined with language and definitions that are particularly useful for those learning programming. It was designed to provide learners with the problem solving process knowledge to support building robust metacognitive awareness and the language to discuss and reflect on their process. The design follows recommendations that effective metacognition instruction should 1) provide an abstract understanding of a domain’s problem solving knowledge, 2) teach a domain’s goal structure, and 3) provide incentives to learn from and avoid common metacognitive errors in the domain [95]. This framework meets the first recommendation by
providing knowledge of the range of activities that programmers engage in to solve problems. The second recommendation is met by imparting ways that programmers converge toward a solution. Presenting the behaviors in a nominal order provides novices with a goal for the next behavior they might engage in based on their current problem solving state. The framework meets the third recommendation by supporting the reflection on, and regulation of, strategies. Having an awareness of the framework, novices can use it to reflect on their current problem solving state, evaluating if they should engage in any of the previous behaviors or if they are ready to progress to the next behavior.

The problem solving framework is applicable to any granularization of a problem and depicts only high-level behaviors that apply to all types of problems. It can be used to situate a programmer in beginning work on a high-level project concept as well as help guide solving a problem that comprises a single line of code. Because the framework is focused on its applicability to all problem types the list of programming behaviors is not exhaustive. Future work should identify and situate behaviors that occur in specific cases such as defect location during debugging or program comprehension behaviors during program analysis.

It is important to note that while the problem solving framework describes the behaviors of programmers, the presentation of the framework should be adapted for its intended use. Because the framework describes mental behaviors, in practice it is not always clear where one behavior ends and another begins. Much of this work, even in novice programmers, is often proceduralized and not consciously engaged in. For instance, during a search for analogous problems one might also be searching for and adapting solutions.

As an example, searching for and adapting solutions may only not be coupled with the search for analogous problems when the search results in a similar problem but no solution. For instance, consider searching for the answer to a problem in online forums and finding the same question you have being asked, but that question having no responses. This would then force one to actively engage in seeking a solution or a continued search for an analogous problem that is presented with a solution. The distinction between searching for and adapting a solution and evaluating a potential solution is similar. Often, when adapting a solution one may automate the evaluation of the solution
to validate that the adaptation was successful. Because of these vague boundaries, it may be more suitable to present learners with a list of behaviors that combines search for analogous problems and searching for solutions or combines adapting solutions with evaluating a potential solution. Alternatively, using the the problem solving framework as presented may allow researchers a more detailed analysis of the behaviors programmers may be engaging in.

3.2 Programming Self-Regulation Framework

This dissertation posits that, in the context of programming, self-regulation helps plan and evaluate progress toward writing a program that solves some computational problem. Unfortunately, while there are many self-regulation theories and frameworks (e.g. [94, 107, 111]) none are specific to computing and it is unclear how they might be applicable to computing. There is, however, prior work on specific aspects of self-regulation in the context of programming from which a framework can be built. Thus, the Programming Self-regulation Framework is derived from key self-regulation elements which are common across prior work in computing. This framework identifies five types of self-regulation that support programming problem solving:

- **Planning.** Learners should reflect on what their next step in a problem solving process should be (e.g., did new information reveal a gap in understanding? What tasks remain for an implementation?) [106]. The more a learner engages in explicit planning, the more successful they should be.

- **Process monitoring.** Programmers who explicitly monitor their progress toward solving a problem are more successful (e.g., is a sub-goal complete? Is the code sufficiently tested?) [11, 56, 59]. The more learners monitor when a task is complete, the more successful they should be.

- **Comprehension monitoring.** Learners should monitor their understanding of computational concepts in problems and solutions [106] (e.g., am I confused? Is my understanding of this
failure accurate?). The more aware learners are of their misconceptions, the more successful they should be at correcting them.

• Reflection on cognition. Learners should make judgments about the qualities and limitations of their memory and reasoning [114] (e.g., am I forgetting something? Am I making any assumptions?). The more aware learners are of their cognitive biases, the more likely they are to correct for them.

• Self-explanation. Learners should be able to explain to themselves why they have come to a conclusion or decision, and then use that rationale to monitor their progress [11, 22, 105] (e.g., this works because it goes through each of the values and halts at the end of the list). The more learners engage in self-explanation, the more they may find flaws in their reasoning.

While all five of these self-regulation activities are likely critical to any kind of problem solving, we suspect that they are particularly useful in programming. This is for two reasons: 1) programming problems are often about abstract computational processes, requiring additional cognitive load to reason about abstract ideas in working memory, and 2) programming languages require precision and completeness, demanding repeated interpretation of the code one has written. Self-regulation may play a key executive control role, facilitating more logical, precise and systematic reasoning about abstract computational ideas, helping a learner to manage their cognition as they navigate a largely invisible solution space.
Chapter 4

SELF-REGULATION OF NOVICES

In this chapter I describe the first of two studies investigating the self-regulation of novice programmers. Lacking an existing understanding of novice programmers’ self-regulation skills, this study\(^1\), and the study described in Chapter 5, will establish an initial baseline expectation of novice programmers’ self-regulation skills.

4.1 Introduction

Prior work offers many insights into the effects of self-regulation on novices’ learning, but they do not provide the full picture. Studies have investigated self-regulation in learning, finding that successful learners generate self-explanations of material and use self-explanations to monitor for misconceptions [72], that self-explanation prompts can improve problem-solving skill and self-efficacy [28], and that successful CS students use more metacognitive and resource management strategies [10]. While self-regulation may be essential for learning, prior work also suggests that teaching it can improve problem solving success [11, 31, 59]. However, none of these works seek to understand novices’ self-regulation before attempting to influence it.

It is important to understand learners’ current skills and knowledge when attempting to teach them [15]. Thus, when attempting to teach self-regulation skills it is important to consider the extent to which novice programmers engage in self-regulation without explicit instruction and if their self-regulation skills, however undeveloped, contribute to problem solving success. Prior work provides compelling evidence that self-regulation is key to successful programming, but it leaves several open questions:

• To what extent do novices self-regulate when programming?

• To what extent does programming experience in CS1 and CS2 promote self-regulation in programming?

• To what extent is novices’ self-regulation related to successful programming problem solving?

In this chapter I present a study investigating these research questions. I describe a laboratory study of novice programmers’ self-regulation. I then follow with an empirical analysis of novice programmers’ self-regulation activities while programming and explore how variation in self-regulation was associated with problem solving success. I end the chapter with a discussion of the findings and several ideas for how to promote self-regulation through teaching.

4.2 Method

The target population for this study was students who had enrolled in two sequenced introductory programming courses (which we will call CS1 and CS2). This ensured exposure to the syntax and semantics of at least one programming language, but minimal experience with problem solving in the context of programming. We recruited participants from lower-division CS and information science classes via email and flyers, ultimately recruiting 37 students. Because CS1 was required for many degrees, but CS2 only for computer science, we viewed these as two separate populations, dividing participants into those who had enrolled in or completed CS1 and those who had enrolled in or completed CS2. Table 4.1 shows that the groups were balanced across gender, age, and self-efficacy. We gathered programming self-efficacy using a survey adapted from [4] to be programming language agnostic. To

<table>
<thead>
<tr>
<th></th>
<th>CS1 (N=21)</th>
<th>CS2 (N=16)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Gender</td>
<td>F=11, M=10</td>
<td>F=8, M=8</td>
</tr>
<tr>
<td>Age</td>
<td>[18, 18, 27]</td>
<td>[18, 20, 24]</td>
</tr>
<tr>
<td>Self-Efficacy</td>
<td>[-3, 2, 8]</td>
<td>[-2, 2, 6]</td>
</tr>
</tbody>
</table>

Table 4.1: Sample size, gender, age and self-efficacy for each experience group, showing [min, median, max] with self-efficacy on a -8 to 8 scale.
<table>
<thead>
<tr>
<th>ISOMORPHIC PROBLEM</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Problem 4:</strong> The instructor has now given you a collection of test grades and asked you to calculate the class average for passing grades (those that are 70 or above). Here are all the test grades for the class.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>CONTEXT SHIFTED PROBLEMS</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Problem 5:</strong> Your best friend is a golfer, but is not very good at math. They continue to make errors when adding up scores. You volunteer to write a program that will add up the golf scores and print out the scores for the first nine holes, the second nine holes, and total for the round.</td>
</tr>
<tr>
<td><strong>Problem 6:</strong> Suppose that a certain group’s population grows at a rate of 10% every year. Write a program that will determine how many years it will take for the population to double.</td>
</tr>
</tbody>
</table>

Table 4.2: Self-regulation study problem prompts 4-6.

help participants practice thinking-aloud [21], we provided participants with a worked example of a consisting of a problem and solution in pseudo-code. We instructed participants to say everything that went through their mind as they read the example and solved problems. If at any point they remained silent for 1 minute we prompted them to “remember to think out loud.” After participants had time to read and understand the example, they solved a problem that was isomorphic in structure and context. After completing the 1st problem, participants received a 2nd and 3rd problem for practice. Finally, we gave participants three additional problems to solve one at a time, each without examples. We adapted our problems from prior work that focused on while loop usage [76]. The final three problems were one isomorphic problem, and two context-shifted problems, where the structure of the problem was consistent with prior problems, but the domain was different. Our intent was to provide both familiar and novel problems to investigate variation in self-regulation. Table 4.2 shows the final three problems. We instructed participants to write in pseudo-code and to focus on logic over syntax.

We collected two forms of data for this study. The first was audio recordings of participants’ think aloud. We transcribed the recordings and then coded them for 9 types of verbalizations. We coded for the **Reinterpret problem prompt, Search for analogous problems, Adapt solutions**, and
Evaluate implemented solution problem solving behaviors from the problem solving framework detailed in Section 3.1 and all 5 of the self-regulation types from the programming self-regulation framework detailed in Section 3.2. We based this data collection on best practices of verbal data [21], measures of self-regulation [11, 87, 98], and theories of problem solving process [84]. Table 4.3 shows our coding scheme for each verbalization type. We merged two problem solving behaviors — searching for a solution and evaluating a solution — into adapting a solution because they were not observable in our think-aloud data and adapting requires finding a solution, and evaluating it. We excluded implementation because we did not track participants’ editing which are difficult to identify through audio. I developed the codebook and trained with another researcher, iteratively refining the coding scheme until reaching consensus. To verify the reliability of the scheme each researcher independently coded 10% of the transcripts and then compared each sentence in the transcripts, coming to an 83% agreement across all sentences. I then completed the remainder of the coding. The second form of data was the participants’ programming solutions. We analyzed solutions for errors by identifying lines of code that would need to be added, removed, or changed in order for the participants’ solutions to produce the correct output. We treated lines of code that were unnecessary for a working solution as errors. This analysis was performed only on problems 4-6 because solutions to problems 1-3 were provided in the examples.

4.3 Results

In this section, I discuss the extent to which participants verbalized their problem solving and self-regulation, mirroring the frameworks in Chapter 3. Then, we investigate the relationship between self-regulation and errors in participants’ solutions. Throughout, we compare the behaviors of participants in the CS1 and CS2 groups. All between group statistical hypothesis tests reported were Kruskal-Wallis tests.
<table>
<thead>
<tr>
<th>Code</th>
<th>Definition</th>
<th>Examples</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reinterpret problem</td>
<td>Questioning details of the problem prompt or problem requirements.</td>
<td>“I only need to find the sum?”; “…it says those that are 70 or above. Does that mean 70% or the number of points?”</td>
</tr>
<tr>
<td>Analogous problem search</td>
<td>Identifying similarities between the current problem and other problems or solutions.</td>
<td>“It seems like a similar structure of the problem example.”; “So this is like the first question I had.”</td>
</tr>
<tr>
<td>Adapt solution</td>
<td>Identifying what needs to change about a prior solution to solve the current problem.</td>
<td>“This was also like the first one except without the last step of finding the average.”; “This one is a bit different because this time, we have to only calculate the average.”</td>
</tr>
<tr>
<td>Evaluate solution</td>
<td>Judging the correctness of code.</td>
<td>“All right. I’m just going to check the solution.”; “So let me just check the for loop.”</td>
</tr>
<tr>
<td>Planning</td>
<td>Expressing intent to perform some task, or description of a task participants is doing.</td>
<td>“I’m going to initialize variables first”; “I'm just copying the code from the example.”</td>
</tr>
<tr>
<td>Process monitoring</td>
<td>Declaring that a programming sub-goal is complete.</td>
<td>“So that’s the end of the for-loop.”; “So I got the first part. Going on to the second. “</td>
</tr>
<tr>
<td>Comprehension monitoring</td>
<td>Reflection about the understanding of code or problem prompts.</td>
<td>“I don’t know, end while means...”; “And so actually, I don’t know how this golf scoring works,”;</td>
</tr>
<tr>
<td>Reflection on cognition</td>
<td>Judgments about mental processes, mistakes, assumptions, or biases.</td>
<td>“I was refreshed from earlier about how to do logical operations within while loop.”; “I read the question wrong.”</td>
</tr>
<tr>
<td>Self-explanation</td>
<td>An account of why a decision was correct.</td>
<td>“So I don’t need LCV because, probably because we don’t have a list.”; “The average will be zero at first because we didn’t add anything.”</td>
</tr>
</tbody>
</table>

Table 4.3: The 4 problem solving activity codes and 5 self-regulation codes analyzed in participants’ think-aloud data, along with definitions and representative quotes from transcripts.
4.3.1 Problem Solving Process

Here I discuss the four problem solving activities observable in the transcripts, discussing the extent to which participants engaged in them and how they were influenced by self-regulation.

Reinterpreting the Problem Prompt

Reinterpretation is critical to understanding the nuances and ambiguities in problems [41]. We expected participants to use process and comprehension monitoring to identify knowledge gaps, leading them to reinterpret the problem prompt. Our data showed, however, that very few participants engaged in problem reinterpretation. Of all 37 participants, only 15 verbalized about reinterpreting the prompt. This lack of reinterpretation was consistent across both experience groups: 8 (of 21) CS1 and 7 (of 16) CS2 participants verbalized reinterpreting.

As shown in Figure 4.1, CS1 participants primarily reinterpreted the context shifted problems, 5 and 6, where they demonstrated difficulty conceptualizing the problem they were attempting to solve. In contrast, the CS2 participants that reinterpreted did so across most of the problems. This suggested a pattern of self-regulation related to experience, but the frequency of reinterpretation verbalizations across all problems was not different between groups (p=0.59, H=2.57). Participants
often began coding without fully understanding the problem, leaving them with knowledge gaps in the problem requirements and causing them to later stop implementation to address the gaps. For example, while implementing a loop for problem 6, P4 (CS1) stopped to question, “Should I do less than 200? ...doubles? While 100 is less than or equal to 200?” Only after deciding what logic to use were they able to continue coding. Similarly, P3 (CS1) questioned requirements while coding the output for their solution, realizing that a small detail may invalidate their work: “do you want me to give you this decimal years, how many years it would take? Because this is a whole different math, I think.” After resolving this concern, they completed the output and started on the next problem. During this process, comprehension monitoring helped participants identify gaps (e.g., should they use less than, or less than and equal to?). Process monitoring spurred participants into reinterpreting the problem. Stronger self-regulation at the beginning of problem solving may have prevented these potentially disruptive task switches.

Searching for Analogous Problems

Programmers draw upon knowledge of previously encountered problems to provide insight into new problems [45, 105]. We expected that participants would engage in process monitoring and self-explanation to identify when they had found a past problem that might help them build a solution. Our results showed that participants frequently searched for analogous problems and solutions. Of the 37 participants, 29 verbalized a search for analogous solutions at least once across all problems. Figure 4.2 shows that this varied by problem and was more prevalent for problems 1-4, where there were prior examples to leverage. Of all search verbalizations, 83% (316 of 380) occurred in this context. Participants may have perceived problems 5 and 6 as entirely new problems, unable to see the deeper structural similarities due to their inexperience.

CS1 participants verbalized searches for analogous problems across many problems, while CS2 participants did not. While the frequency of search verbalizations across all problems was not
significantly different (p=0.89, H=0.29), the CS1 participants searched in up to 5 of the 6 problems, relying on prior solutions to solve the problem. In contrast, CS2 participants verbalized searching for only 3 of the 6 problems, with many verbalizing none. This indicates that those with less experience were self-regulating more, perhaps due to the problems being more novel to them.

The content of participants’ search verbalizations also differed by experience. First, CS1 participants tended to explicitly reference examples (e.g. “…which means I have to combine example one and example two.” (P26)) while CS2 participants referenced problem details (e.g. “So it’s sort of like the last problem where you need to be keeping track of certain scores.” (P10)). Another difference was the scope of the analogy identified. CS1 participants often identified similarities about surface features of the solution; for example, P33 identified that their loop should be the same as the one in the example, “So I think you would just do the same, except you take out everything that’s under 70 for this one.” Similarly, P44 said, “So the loop termination condition is very similar to the first example.” CS2 participants indicated the entire solution as being analogous: “Okay, so this is like the exact same [problem] pretty much with different values.” (P37). This difference reveals that CS1 participants were self-regulating at a structural granularity, while CS2 self-regulated at a computational level.
Adapting Previous Solutions

Just as programmers rely on prior knowledge to conceptualize novel problems, they also rely on previous solutions [56]. Self-regulation is integral to this, requiring comprehension monitoring to understand the previous solution and the current problem, while planning the adaptations necessary, all while monitoring their adaptation progress.

Our data shows that although many searched for previous problems, only half verbalized adapting a previous solution (10 of 21 CS1 and 9 of 16 CS2). However, as Figure 4.3 shows, frequency varied by experience. CS1 participants tended to verbalize adaptation for more of the six problems, but did not verbalize more frequently (CS1 and CS2 groups had a median of 1 verbalization across all problems, p=0.88, H=0.02). CS2 participants also appeared to be more confident, suggesting less need for comprehension monitoring. To illustrate, consider P18 (CS1), who said: “So this one is a bit different because this time, we have to only calculate the average for those students who have passed.” In contrast, the much shorter, and arguably more confident comment made by P4 (CS2), “So it’s the same problem as example one, it’s just the values are different.” While the length and tone of the verbalizations for adapting previous solutions varied slightly, the content varied little, with most providing a single high level detail about how the previous solution would need to be changed. Examples include P15 (CS1), who said “So basically, it’s the same thing but now, we’re just counting two instead of the sevens” and P6 (CS2), “So this time, instead of sevens, we should count the twos.”

Evaluating Solutions

Evaluation of a solution, including analysis and testing, are critical to successfully solving programming problems [59]. We expected participants to engage in comprehension monitoring and process regulation to determine whether to engage in evaluation and determine the quality and level of detail of the evaluation.
Figure 4.4 shows only about half of participants verbalized evaluating their solution. Overall, 42% (9 of 21) of CS1 participants did compared to 62% (10 of 16) of CS2 participants. However, this difference was not statistically significant (p=0.27, H=1.20). There were two types of evaluations. Many were short statements that occurred before or just after the mental simulation of code. Those that occurred before announced the intent to evaluate. For example, P10 (CS1) completed their solution and said, “All right. I’m just going to check the solution.” Similarly, P22 (CS2) finished initializing variables but wanted to verify that they listed the correct values in their array stating, “Let me to double check” before reading off each of the values in the problem prompt, verifying they exist in the array. Statements that occurred after evaluation focused on the result of evaluation. For example, P10 (CS1) said, “All right. I am satisfied with this solution” after tracing their completed solution. P5 (CS2) said, “I think that’s fine” after briefly looking over their code. These verbalizations likely represented their decision that their evaluation was adequate. Most evaluations were on entire solutions but some participants evaluated smaller portions of code. For example, P26 (CS1) evaluated the initialization of their grades array: “I’ll just double check to make sure I put them all in correctly” ensuring that the data was correct. P3 (CS2) verbalized intent to evaluate their loop, “So let me just check the for loop”, after which they returned to implementing their output. Some participants verbalized their tracing. For instance, P39 (CS1) traced their completed solution while saying, “Awesome, that should be good. First nine holes zero, second nine holes zero, total score, go through it each time. Print it the first time, print the second time, add them up for a total... Awesome.” While there were differences between participants, there were no systematic differences between the groups.

Evaluation impacted problem solving by exposing misconceptions and errors and by helping participants gain confidence. For example, P22 (CS2) identified an error: “Double checking. Yep. Oh, I think we need a print line. Yeah.” In these cases, participants returned to either reinterpreting the problem to clarify ambiguities, or they returned to code having located a defect. The second
outcome was an increase in confidence allowing the participant to continue onto the next sub-problem or problem. For example, after evaluating, P10 (CS1) said: “All right. I am satisfied with this solution.”

4.3.2 The Role of Self-Regulation

Having discussed the problem solving behaviors that rely upon, and thus indirectly indicate self-regulation, this section describes the findings on the role of self-regulation.

Planning

Planning is pervasive throughout programming problem solving, guiding the direction that programmers take and driving the choices of both what to do and when to do it [105]. We expected that few participants would exhibit planning given their inexperience.

In fact, as you can see in Figure 4.5, the majority of participants did verbalize planning. Only two did not, both of whom were CS1 participants. For context, one of these participants had slightly fewer errors than the average participant while the other had the 3rd most errors in their solutions among all participants. CS1 participants had a median of 5 planning verbalizations while the CS2 group had a median of 6 which was not significantly different ($p=0.17, H=1.88$).
When participants verbalized planning, they focused on two topics. First, they spoke about intent to evaluate such as when P10 stated, “I’m just going to check the solutions” or while already evaluating P16 said, “Let’s go through this one more time.” Second, they spoke about plans for implementation, primarily for a specific line of code. Examples include P6, who said, “I’m gonna print out the result” or P30’s realization, “...and we can do a sum for sum1 right here.” The more abstract and less granular plans for code included larger sections of code as in P31’s comment, “So after reading this, I think a good first step would be to initialize the variables” or when P5 decided to write the structure of their if-statement block, “so first I’m just going to write it.” There were no discernable differences in the types of planning between the CS1 and CS2 participants.

Process Monitoring

Our framework suggests that programmers engage in process monitoring to track their progress through their problem solving process, identifying when goals have been completed, then utilizing planning to identify necessary next steps. Our data showed that only half of participants verbalized process monitoring and those that did, did it rarely. Figure 4.6 shows that only 10 of 21 CS1 participants verbalized process monitoring, averaging just 1 verbalization per participant over all six problems. There was one outlier in this group, a 22-year old female, who verbalized about process a total of 10 times across all problems. There were no indications as to why she verbalized process as much as she did and her other self-regulation behaviors were unremarkable, however, she made fewer errors than 63% of participants. CS2 participants had a median of 1 verbalization; not significantly different from CS1 which had a median of 0 (p=0.61, H=0.26). We observed two types of process monitoring. The most prevalent was a declaration of having completed an implementation sub-goal. This was often verification of completing the initialization of all needed variables, or completion of a loop. For example, P29 said: “Okay, so I’ve got the list. I’ve got the count. I’ve got LCV. I’ve got sum.” or P6’s comment about completing the content of a loop: “So I
got the total and the count, so that’s the end of the for-loop.” The second type of process monitoring was when participants declared a solution complete. Examples of this include, “And printed. I’m on the next task.” (P1), and “Yay I’m done (maybe).” (P22). Both types appeared to help participants segment their process, marking the end of a task and the beginning of planning the next one.

**Comprehension Monitoring**

The programming self-regulation framework suggests that programmers engage in comprehension monitoring to identify knowledge gaps. The more a programmer is aware of their misunderstandings about a problem or a piece of code, or of their own confidence of some given code being correct, the more likely they will make better decisions.

Surprisingly, we found that CS2 participants were much less likely to verbalize comprehension monitoring than CS1 participants. Only 6 of 16 (37%) CS2 participants verbalized comprehension monitoring, compared to the 14 of 21 (66%) CS1 participants. Moreover, Figure 4.7 shows CS2 participants verbalized significantly less (p=0.03, H=4.70) than CS1 participants with a median of 0 verbalizations per participant to CS1’s 2.

There were two types of comprehension monitoring. First, many statements involved participants realizing they did not understand something. For instance, CS1 participant P8 commented, “I don’t
know what end while means...” while reading example pseudo-code, and then proceeded to self-explain, finally coming to an understanding. Similarly, P25 (CS1) acknowledged their confusion after reading an example, “So I’m a little bit confused.” Rather than just continuing, their process monitoring facilitated the realization of something that was unclear and they decided to re-read the example. The other type of comprehension monitoring involved participants absorbing information, often from examples or when attempting to understand a problem. For instance, while reading example code P11 (CS1) said, “So I think I will say, I 90% understand this method.” While they acknowledged they did not fully understand the example, they felt their comprehension was sufficient to begin work on a similar programming problem. There was no difference in the types of comprehension monitoring made by CS1 and CS2 participants; CS1 participants just verbalized more.

The role of comprehension monitoring was primarily to understand examples or a problem. The majority of verbalizations occurred while reading example solutions, including indicators of understanding (e.g. “It’s very simple and I think people can understand it really well”, P10, CS2) and confusion (e.g. “I’m not sure what the length means?”, P11, CS1). When participants monitored problem comprehension, they indicated statements of confusion, as in P18’s (CS1) need for domain knowledge: “And so actually, I don’t know how this golf scoring works. How does the golf scoring work?” We found no differences in the content of CS1 and CS2 participants’ comprehension monitoring.

Reflection on cognition

Our framework argues that metacognitive reflection helps programmers to be aware of their own thought processes and the limits and biases in their memory and reasoning. Because prior studies characterize metacognition among novices as being rare, we expected few participants to verbalize it during problem solving activities.
Reflection was more common than we expected. Figure 4.8 shows that CS2 participants tended to reflect (9 of 16, or 56% vs. 9 of 21, or 42% of CS1 participants). CS2 participants had a median of 1 verbalization compared to a median of 0 for the CS1 participants. However, the frequency difference between groups, across all problems, was not significant (p=0.18, H=1.80).

The content of participants’ reflections was similar across groups. Some reflections were on process, such as “I could calculate it by hand, but I don’t want to do that”, when P25 (CS1) was contemplating how find the number of 7s rolled on a pair of dice. Another example was P10 (CS2)’s comment, “I’m thinking about the best way to approach the problem”, pausing to consider how to approach solving a problem after reading the prompt. Other reflections concerned confidence. For example, “And I’m not so sure if this is right” (P25, CS1), and “I feel like it’s not correct but I’m just going to roll with it” (P38, CS1). A third type of reflection was when participants identified mistakes, as in “oh, I forgot to set the rolls.” (P28, CS2), and “I feel like I’m wasting mental energy trying to see what scenario is going on when I should be focusing on the essentials” (P38, CS1). The final type of reflection consisted of reminders, as when P10 (CS2) was trying to establish a process, “Always need to remember to increment the loop control variable.”
**Self-explanation**

In our framework, we suggest that programmers use self-explanation to rationalize decisions they have made and to develop understanding that will influence future decisions. We expected to see participants engage in self-explanation to resolve confusion.

Figure 4.9 shows that most participants did engage in self-explanation. Overall, 75% (28 of 37) self-explained at some point, with 81% (13 of 16) of CS2 participants self-explaining while only 71% (15 of 21) CS1 participants did. Despite the variation, the frequency of self-explanations across all problems between groups was not significant (p=0.108, H=2.57).

There were three types of self-explanations. Many aimed to increase code comprehension, as in “Oh wait, no, then it can’t be length, because I get to count, all right, count equal zero.” (P19, CS1), or tracing code for clarification as in, “And it will not go in two again, which means it will run exactly five times.” (P28, CS2). Other self-explanations identified participants deciding what code to write. For example, P25 (CS1) was deciding which variables to initialize: “So I don’t need LCV because, probably because we don’t have a list.” P28 (CS2) rationalized about what to write for their loop conditional and said, “...while loop can use the length, right? Yeah. Because, you have to go through all the items and check it.”

4.3.3 **Self-Regulation and Errors**

Prior sections described the extent to which participants engaged in self-regulation during problem solving, finding several variations, particularly by experience. In this section, we investigate the extent this variation explained participants’ errors.

As described in Section 4.2, we measured errors as the smallest number of lines that needed to be added, removed, or changed for a solution to produce correct output. We expected participants with less experience to have more errors in their solutions. Across problems 4-6 (the problems analyzed for errors) CS1 participants’ median errors was 6 (with 2 perfect scores on all problems).
CS2 participants had a median of 3 errors (with 3 participants receiving perfect scores). For the easier questions, a lack of complexity in the problems, as well as the provided examples, likely contributed to the CS1 participants’ ability to craft suitable solutions. On these questions they did not make many more errors than the CS2 group (p=0.34, H=0.88). However, on the most difficult problem (problem 5 in Table 4.2) the CS1 group did make significantly more errors than CS2 (p<.001, H=8.35). This was true despite the problem being only slightly more complex than previous problems.

To investigate the relationship between self-regulation and errors, we built a multiple linear regression model based on several variables. We included gender, programming experience, and self-efficacy, as each tend to effect programming success. We then included frequencies of all five self-regulation types across all problems. This model assumed that verbalizations of each type of self-regulation are indicators of overall self-regulation skill, as opposed to being specific to a problem. Table 4.4 shows the resulting model for all participants. We found a significant model (F(8,28) = 2.66, p=0.026), with an R2 of 0.43, with gender a significant factor (p<0.05), with women having more errors in their solutions.

Because we found significant disparities in the behavior of participants by experience groups, we also built two separate regression models, one for participants in CS1 (n=21), and one for CS2 (n=16). We included the same factors in these models, excluding programming experience. Table 4.4 shows the two resulting models for each group. The model was significant for CS1 (F(7,13)=3.11, p<0.05), with an R2 of 0.62, but none of the factors had a individually significant relationship with errors. The CS2 model was not significant overall (F(7,8)=2.232, p>0.05) – likely due to a small sample size of 16 – but there were several large and significant effect sizes in the coefficients that we hypothesized would effect errors (a common rule for judging whether to interpret significant coefficients of a non-significant model). These included a ~3 error decrease for each verbalization of comprehension monitoring (p<0.05), a ~1 error decrease for each verbalization of planning (p<0.05)
Table 4.4: Three models predicting errors from demographic and self-regulation variables. Unstandardized coefficients (B), standard errors (SE B), and standardized coefficients (β).

<table>
<thead>
<tr>
<th>Variable</th>
<th>All participants</th>
<th></th>
<th>CS1</th>
<th></th>
<th>CS2</th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>B</td>
<td>SE B</td>
<td>β</td>
<td>B</td>
<td>SE B</td>
<td>β</td>
</tr>
<tr>
<td>Gender (M=0, F=1)</td>
<td>3.62</td>
<td>1.58</td>
<td></td>
<td>5.99</td>
<td>2.88</td>
<td></td>
</tr>
<tr>
<td># CS Courses</td>
<td>-1.49</td>
<td>0.9</td>
<td>-0.3</td>
<td>-</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Self-Efficacy</td>
<td>0.29</td>
<td>0.37</td>
<td>0.12</td>
<td>0.93</td>
<td>0.57</td>
<td>0.31</td>
</tr>
<tr>
<td>Planning</td>
<td>-0.06</td>
<td>0.23</td>
<td>-0.05</td>
<td>-0.44</td>
<td>0.34</td>
<td>-0.29</td>
</tr>
<tr>
<td>Process Monitoring</td>
<td>-0.64</td>
<td>0.37</td>
<td>-0.26</td>
<td>-0.59</td>
<td>0.45</td>
<td>-0.25</td>
</tr>
<tr>
<td>Comp. Monitoring</td>
<td>0.61</td>
<td>0.51</td>
<td>0.23</td>
<td>0.62</td>
<td>0.63</td>
<td>0.23</td>
</tr>
<tr>
<td>Reflection</td>
<td>0.2</td>
<td>0.32</td>
<td>0.13</td>
<td>1.1</td>
<td>0.54</td>
<td>0.41</td>
</tr>
<tr>
<td>Self-explanation</td>
<td>0.01</td>
<td>0.42</td>
<td>-0.01</td>
<td>0.11</td>
<td>1.07</td>
<td>0.03</td>
</tr>
<tr>
<td>R2</td>
<td>0.43</td>
<td>0.62</td>
<td>0.66</td>
<td>1.10</td>
<td>0.03</td>
<td>0.98</td>
</tr>
<tr>
<td>F</td>
<td>2.66*</td>
<td>3.11*</td>
<td>2.23</td>
<td>2.66*</td>
<td>3.11*</td>
<td>2.23</td>
</tr>
</tbody>
</table>

*p < 0.05

and ~1 error increase of for each verbalization of self-explanation (p<0.05).

4.4 Discussion

These results show a few trends. First, most self-regulation behaviors were infrequent, inconsistently verbalized, shallow in their application, and often ineffective at reducing programming errors. Among those with more experience, the frequency of planning and comprehension monitoring was related to fewer errors, while more frequent self-explanation predicted more errors. In this section I interpret these results and discuss implications.

The infrequency of self-regulation was quite visible among CS1 participants. They engaged in searching for analogous problems, adapting previous solutions and planning, but showed little depth in reasoning. The infrequency of reinterpreting the problem prompt and evaluation by CS1 participants was consistent with prior work [96] and their infrequent comprehension monitoring and planning: they rarely reflected on their understanding of the problem or their code. Table 4.4 shows
the self-regulation they exhibited had little relationship to the errors they made, suggesting that their efforts to self-regulate were simply ineffective.

Similarly, the CS2 group exhibited infrequent and shallow self-regulation. Even the most frequent self-regulation behavior, planning, only occurred about once per problem (Section 4.3.2). CS2 participants also reinterpreted the problem prompt throughout the problem solving process rather than at the beginning, suggesting shallow or absent comprehension monitoring. The lack of process monitoring also plagued CS2 participants. Despite increased experience, they were not very aware of what they were doing or why. That said, the more that CS2 participants engaged in planning and comprehension monitoring, the fewer errors they created (Table 4.4). This suggests that as learners acquire the necessary knowledge to write programs, self-regulation skills begin to account for differences in success.

It was surprising that self-explanation was not related to success, and in the case of CS2 participants, was associated with more errors. This is in direct contrast to prior work, which has shown that self-explanation is a key strategy in problem solving success [11, 22, 105]. One interpretation is that verbalizations of self-explanations are simply more prevalent when participants are struggling: successful participants may have internally self-explained, and done so in a more disciplined manner.

Although we did not study the progression from CS1 to CS2 directly, our results suggest that something is leading to more effective self-regulation. This is in line with Falkner et al.’s work [33] which found that, compared to novices, CS students in their final year of college used more successful self-regulation strategies such as design, testing and problem decomposition. One explanation for this is that CS1 courses are somehow teaching self-regulation and programming problem solving – this is not the case at our institution, but it may arise indirectly through lab sections, TAs, or classroom discussions. Another explanation might be that students who decide to continue to CS2 have independently developed more effective self-regulation strategies.
Interestingly, gender was associated with errors, but only for students CS1 participants. Moreover, this was not explained by differences in self-efficacy. One possibility for this finding is that there is some other gender-related factor not in our model; another is that the women who responded to our recruiting were systematically different from the men. For instance, we noticed that many women expressed wanting to help future students struggle less than they did.

One implication of these results is on the prior work on self-regulation in computing education. Despite prior studies showing that self-regulation is key in programming expertise [31, 59], and that it can be productively taught to novices [11], our study demonstrates that novices do self-regulate, albeit infrequently and poorly. This suggests that efforts to teach self-regulation in CS have a foundation to build upon, but that they may also need to address flaws in students’ existing self-regulation behaviors. These results of this study suggest that these flaws are a lack of consistent, disciplined self-regulation during problem solving and few reflections on cognition. Another implication is that, because self-regulation is only effective with adequate prior knowledge, it may be that the timing of teaching self-regulation skills is important. Having disciplined self-regulation skills but lacking adequate programming knowledge may only serve to exhaust and frustrate learners. However, disciplined self-regulation skills may facilitate learners using newly acquired programming knowledge sooner, and more productively.

These results have several implications for teaching. If self-regulation behaviors are critical to programming success as prior work suggests [31, 59], it should be explicitly taught. Prior work has shown that self-explanation [11], and problem solving frameworks can promote success. Our work suggests targeted instruction on specific types of self-regulation – planning and comprehension monitoring – may need further investigation. There are many questions about how these might be taught (e.g., when, and how to interleave it with syntax and semantics, what pedagogy to use). While only planning and comprehension monitoring had a negative relationship with errors in our study, other forms of self-regulation might also be taught explicitly. For instance, is instruction on

As with any empirical study, this study had many limitations. First, all studies of this kind could benefit from more data. With a sample size of 37 it was difficult to achieve the power needed to precisely identify effects so many important relationships may have been masked. Also, linear regressions show correlation and not causation; thus, our interpretations may be missing important unseen factors, meaning self-regulation may not cause programmers to craft more successful solutions. Due to typically high variation in programming knowledge, our results were also noisy, further compounding the small sample. While think-aloud protocol is well established for studying self-regulation [21, 57], and one of the only mechanisms allowing us to observe cognitive processes, its robustness as a signal varies due to participants’ comfort thinking aloud to a stranger. Finally, because participants’ knowledge is difficult to measure, our choice of programming problems from prior work led to a slight ceiling effect on errors, hindering our ability to more precisely identify relationships to errors. Despite these and many other limitations to the validity and generalizability of these results, we view these findings as an important first step in understanding the relationship between self-regulation and programming problem solving.
Chapter 5

NOVICES’ IN-SITU SELF-REGULATION

Chapter 4 established that in a laboratory setting novices’ do self-regulate but do so poorly. In this chapter I establish that the same also occurs in authentic programming settings.

The previous study investigated novices self-regulation providing a baseline expectation of novice programmers’ self-regulation skills. However, a key limitation of this and other prior work is that it is all done retrospectively, asking students to reflect on their work after it has occurred. Therefore, little is known about how novices self-regulate while they program, and how this self-regulation might differ from what they recall about their self-regulation. In this chapter I present a study that addresses this limitation, providing additional information about novices’ self-regulation behaviors and skills by investigating novices’ in situ self-regulation.

5.1 Introduction

There are many reasons to suspect that retrospective data and findings from previous work on self-regulation for computing might not generalize to in situ settings. In situ programming happens in a variety of environments (office, classroom, at home), where distractions might be more abundant. It happens in settings that are not time-regulated, often unfolding over many hours or days across multiple contexts. Similarly, programming may include teaching assistants, peers, and the Internet. All of these factors may be difficult to recall retrospectively, missing nuances about self-regulation that learners might engage in, but not remember.

To investigate this generalizability gap in prior work, I studied novice students’ programming self-regulation *in situ* across a 10-week series of four 2-week programming assignments, investigating the following research questions:

**RQ1** When prompted to reflect on process *in situ*, what degree of *in situ* self-regulation do learners engage in?

**RQ2** What challenges do students report encountering when attempting to reflect on their programming process *in situ*?

### 5.2 Method

To answer these research questions, we asked learners in a 10-week course to write in journals during programming sessions, reflecting on their problem solving and self-regulation. Using reflective journals is one of a few methods of measuring self-regulation [120] and have been used in CS to enhance programming skills [23]. For this study, journals served as both a prompt to self-regulate during problem solving and a record of the self-regulation the participants engaged in. Therefore, rather than just exposing how students work in the absence of being observed, our data reflects more of a best-case scenario for programming, where there is a scaffolded prompt to think about and write about their programming to support their problem solving.

#### 5.2.1 Course and participants

We partnered with an instructor of one section of a required front-end web development course in the information science department of a large public research university. Participants consisted of all 31 undergraduate students enrolled in the course, of which all had passed at least one prerequisite programming course covering Java and basic data structures. Of the 31 students, 25 identified as men, 6 as women. One reported being in their 2nd year of undergraduate study, 13 in their 3rd year,
and 17 in their 4th year.

The course required students to complete 4 projects over 10 weeks. The first project required students to create a personal website using HTML and CSS. The second project required students to create a web-based game written in JavaScript. For this project, students selected the game they wanted to create and were given a variety of suggestions from classic arcade games like Pong or Breakout to casual mobile games like Threes or Bejeweled.

<table>
<thead>
<tr>
<th>Programming Behaviors</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Interpret prompt</td>
<td>Statements about or demonstrating interpreting or questioning the prompt, reconsidering actions in reference to the prompt or decomposing the problem into goals requirements and or sub-problems.</td>
</tr>
<tr>
<td>Search for analogous problems</td>
<td>Statements about or demonstrating intent to use code they have previously written or use of examples from outside sources.</td>
</tr>
<tr>
<td>Adapt a solution</td>
<td>Statements of or demonstrating changing or refining code.</td>
</tr>
<tr>
<td>Evaluate</td>
<td>Statements of or demonstrating testing or evaluating outcomes, intent to test a solution, or identifying why code was not meeting expectations.</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Self-Regulation</th>
<th>Definition</th>
</tr>
</thead>
<tbody>
<tr>
<td>Planning</td>
<td>Statements of intended work goals or requirements, or an intended order of work</td>
</tr>
<tr>
<td>Process Monitoring</td>
<td>Statements of start times, stop times, duration of coding session, about work being started identifying work currently in progress, when a task is complete, or statements that identify actions as part of their process.</td>
</tr>
<tr>
<td>Comprehension monitoring</td>
<td>Statements identifying known or unknown concepts or solutions.</td>
</tr>
<tr>
<td>Self-explanation</td>
<td>Statements of code explanation for increased understanding.</td>
</tr>
<tr>
<td>Reflection</td>
<td>Statements reflecting on prior thoughts of behaviors.</td>
</tr>
<tr>
<td>Rationale</td>
<td>Statements that provided rational to decisions or behaviors.</td>
</tr>
</tbody>
</table>

Table 5.1: Programming and self-regulation behaviors (adapted from Chapter 3) coded in the journals, with definitions.

The third project of the course required students to create a data explorer using the React framework [48] that allowed a user to interactively explore a data set, such as that exposed by a
public web API. What API to use, what data to present, and how to present that data was up to the student, but the project required that the app was both responsive and accessible (perceivable to screen readers). The fourth project for the course required students to create a messaging application using the React framework and a Firebase back-end. This project could be done individually, or in pairs, and required user accounts, authentication, and client-side routing to create a single-page application.

5.2.2 Data collection

To gather data about in situ self-regulation for RQ1, the instructor required students to submit a programming journal for each of their four projects. To ensure that the students had the language to describe their self-regulation in their journals, I taught students definitions of self-regulatory behaviors by giving a 20 minute lecture on the first day of class. This lecture introduced the problem solving framework (Section 3.1) and programming self-regulation framework (Section 3.2) and defined programming as a series of iterative problem solving behaviors drawn from prior work. For this study I refined the frameworks to include only the behaviors shown in Table 5.1 where the top is the problem solving behaviors and the bottom the self-regulation behaviors. The behaviors included were 1) reinterpreting the problem prompt, 2) searching for analogous solutions, 3) adapting previous solutions, 4) implementation, and 5) the evaluation of implemented solutions. All of the behaviors from the self-regulation framework included; 1) planning, 2) comprehension monitoring, 3) process monitoring, 4) self-explanation, and 5) reflecting on cognition. In the remainder of this chapter all behaviors in Table 5.1 will be referenced as self-regulation behaviors. We provided the definitions to these self-regulation behaviors and provided students with journaling instructions on the course website for later reference.

We instructed students to journal about the start and stop times of each coding session, their progress through the problem solving activities in Table 5.1, and to use the journal as a place to self-
regulate in the six different ways described in Table 5.1. To ensure some consistency in journaling and help students understand the expectations, we provided an example journal that demonstrated how a journal might cover all of the behaviors and demonstrate the level of detail we expected. Because the emotions, struggles, and successes of programming can be very personal, students were assured that their journals would be kept anonymous and we did not enforce a structure nor did we require journals contain specific content. This allowed students to authentically journal about their programming and encouraged including what they valued and expected to be useful. To provide additional scaffolding for reflecting on their process, we provided feedback on the first journal each student submitted, identifying where they could expand on the content, clarity, and depth of their journaling for future journals.

To understand the challenges students’ encountered when trying to reflect on their programming process (RQ2), we required students to fill out a survey when submitting each of their assignments and corresponding journals. It asked two open response questions:

• **Your journal is to help you reflect on your process. Review your journal and briefly describe all points where you had trouble reflecting on your process, and/or writing parts of your journal.**

• **Think back to any time in the last two weeks where you stopped and reflected on your programming process when you were not programming or writing your journal and found it difficult. Describe why it was difficult.**

Our primary source of data was the student journals. Despite the journals being part of their grade for the course, some students did not submit journals. In total, we collected 106 journals with a combined total of 4,227 statements of students reflecting on their programming. Students’ journals varied in level of detail, with some being quite extensive, as in this example entry: *"Initially I thought I was going to pseudo code a bunch of stuff, but instead I settled for repurposing a bunch*
<table>
<thead>
<tr>
<th>Line - Codes</th>
<th>Journal Statement</th>
</tr>
</thead>
<tbody>
<tr>
<td>...</td>
<td>...</td>
</tr>
<tr>
<td><strong>A- Evaluate</strong></td>
<td>Jumbotron inside a container seems too centered, made a manual &quot;container&quot;</td>
</tr>
<tr>
<td><strong>B- Reflection</strong></td>
<td>Project became really easy after I solidified my idea for the css layout and got it mostly done</td>
</tr>
<tr>
<td><strong>C-</strong></td>
<td>Friend suggested bootstrap navbar, that seems a lot easier than doing it with raw css</td>
</tr>
<tr>
<td><strong>D- Evaluate</strong></td>
<td>Bootstrap navbar was stacking everything on the right</td>
</tr>
<tr>
<td><strong>E- Search</strong></td>
<td>Took a while of looking through documentation, but apparently that was part of &quot;mobile first&quot; had to define what size it flattens at</td>
</tr>
<tr>
<td><strong>F- Evaluate</strong></td>
<td>Added pictures from my projects and a picture of my bird, think everything looks good</td>
</tr>
<tr>
<td><strong>G-</strong></td>
<td>Was using a stock icon, but I have a personal logo I use in other places, I guess it fits</td>
</tr>
<tr>
<td><strong>H- Evaluate</strong></td>
<td>Tried setting footer bottom to absolute 0, did not work, will just not mess with it</td>
</tr>
<tr>
<td><strong>I- Reflection</strong></td>
<td>Decided to add a gradient to make it look nicer, was very surprised how easy it was and how much it improved the look</td>
</tr>
<tr>
<td><strong>J- Interpret, Reflection, Evaluate</strong></td>
<td>Was looking through spec, realized I forgot highlights, they didn’t work for a bit until I made them really specific</td>
</tr>
</tbody>
</table>

Table 5.2: The second half of one students’ journal for the first homework, showing the codes applied from Table 5.1. This participant was in the high coverage cluster.
of code from a previous exercise that takes user input and posts messages (Chirper from a previous exercise.)" Others, in contrast, were quite terse: "changed how I had BrowserRouter set up."

5.3 Results

5.3.1 RQ1: What degree of in situ self-regulation do learners engage in?

To answer this question, we performed three analyses:

- We coded and computed the frequency of the behaviors in Table 5.1.
- We investigated whether there were distinct patterns of student behavior through clustering.
- We analyzed students survey responses about their journaling process for the “maturity” of reflection.

Frequency of behaviors

To understand the frequency of self-reflective behaviors, we coded each statement of each journal entry to identify if it demonstrated one or more of the self-regulation behaviors detailed in Table 5.1. To ensure the codes we applied were well-defined and consistent, we iteratively refined the code definition by having two authors apply the codes to a set of 430 (10% of the total 4,227 statements) randomly selected journal statements, using adjacent journal statements for context if necessary. To drive refinements, we discussed disagreements, refining definitions, and coded a new set of randomly selected journal statements. After four rounds of iteration, the authors reached 83% agreement on this sample data set. I then coded all remaining statements. Table 5.1 shows the final code definitions for each of the self-regulation behaviors. Table 5.2 shows an excerpt of one student’s journal, showing a session of writing, testing, and refining some CSS.

Based on these codes, we computed the frequency of each type of code in each student journal. Table 5.3 (Left) shows the range of the number of codes found in journals for each behavior. The
Table 5.3: **Left:** The range of student entries exhibiting each self-regulation or programming behavior, by assignment, showing higher frequencies of evaluation, planning, process monitoring, and self-explanation than other behaviors and interpret only occurring once per assignment.

**Right:** The three clusters of behavior (and size of cluster). Each percentage indicates the proportion of students in the cluster who exhibited the behavior at least once in a journal.

<table>
<thead>
<tr>
<th>Behavior</th>
<th>#1</th>
<th>#2</th>
<th>#3</th>
<th>#4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Interpret</td>
<td>0-1</td>
<td>0-1</td>
<td>0-1</td>
<td>0-1</td>
</tr>
<tr>
<td>Search</td>
<td>0-7</td>
<td>0-2</td>
<td>0-2</td>
<td>0-3</td>
</tr>
<tr>
<td>Adapt</td>
<td>0-6</td>
<td>0-4</td>
<td>0-1</td>
<td>0-1</td>
</tr>
<tr>
<td>Evaluate</td>
<td>0-11</td>
<td>0-6</td>
<td>0-8</td>
<td>0-14</td>
</tr>
<tr>
<td>Planning</td>
<td>0-19</td>
<td>0-9</td>
<td>0-19</td>
<td>0-7</td>
</tr>
<tr>
<td>Process</td>
<td>0-25</td>
<td>0-25</td>
<td>0-54</td>
<td>0-43</td>
</tr>
<tr>
<td>Monitoring</td>
<td>0-6</td>
<td>0-2</td>
<td>0-4</td>
<td>0-2</td>
</tr>
<tr>
<td>Comprehension monitoring</td>
<td>0-24</td>
<td>0-17</td>
<td>0-13</td>
<td>0-9</td>
</tr>
<tr>
<td>Self-explanation</td>
<td>0-13</td>
<td>0-7</td>
<td>0-7</td>
<td>0-8</td>
</tr>
<tr>
<td>Reflection</td>
<td>0-17</td>
<td>0-8</td>
<td>0-8</td>
<td>0-7</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Code</th>
<th>High (12)</th>
<th>Moderate (12)</th>
<th>Low (7)</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Process</td>
<td>100%</td>
<td>100%</td>
<td>100%</td>
<td>100%</td>
</tr>
<tr>
<td>Evaluate</td>
<td>100%</td>
<td>100%</td>
<td>100%</td>
<td>100%</td>
</tr>
<tr>
<td>Search</td>
<td>100%</td>
<td>100%</td>
<td>86%</td>
<td>97%</td>
</tr>
<tr>
<td>Reflection</td>
<td>100%</td>
<td>100%</td>
<td>43%</td>
<td>87%</td>
</tr>
<tr>
<td>Explanation</td>
<td>100%</td>
<td>100%</td>
<td>29%</td>
<td>84%</td>
</tr>
<tr>
<td>Rationale</td>
<td>92%</td>
<td>100%</td>
<td>29%</td>
<td>81%</td>
</tr>
<tr>
<td>Planning</td>
<td>92%</td>
<td>75%</td>
<td>29%</td>
<td>71%</td>
</tr>
<tr>
<td>Comprehension monitoring</td>
<td>100%</td>
<td>33%</td>
<td>29%</td>
<td>58%</td>
</tr>
<tr>
<td>Interpret</td>
<td>75%</td>
<td>8%</td>
<td>0%</td>
<td>32%</td>
</tr>
<tr>
<td>Adapt</td>
<td>75%</td>
<td>8%</td>
<td>0%</td>
<td>32%</td>
</tr>
</tbody>
</table>

“Total” column in Table 5.3 (Right) lists the total percentage of students who journaled about each behavior at least once across all four journals. These two tables show that most participants (>80%) journaled about the following behaviors at least once across their four journals:

- **Process monitoring** (e.g. “Day Two - Start Time - 1:30 PM | End Time 8 PM”)
- **Evaluating solutions** (see Table 5.2.A,D,F,H for examples)
- **Searching for analogous problems** (see Table 5.2.E for example)
- **Reflecting on their cognition** (see Table 5.2.B,I for examples)
- **Self-explanations** (e.g. “ALL THAT WAS WRONG WAS THAT I DIDN’T LINK IN THE RIGHT VERSION OF JQUERY ASDFGHJKL;[sic]”)
- **Rationale** (e.g. “I think before I do that I should make the page look prettier and better organized, because I am reusing a lot of code for API requests”)

The least common behaviors included:
• *Interpreting* the prompt (see Table 5.2.J for example)

• *Adapting* previous solutions (e.g. “The majority of this chat application will come from exercise sets so I’m taking code from those assignments and picking the components that apply to the project”)

*Clusters of behaviors*

The study in Chapter 4 suggests that there is large variation in the self-regulation behaviors of novices. To better understand this variation, we attempted to cluster students based on which behaviors they did and did not exhibit in their journals. We began by computing a binary variable for each student and each behavior in Table 5.1, true if at least one journal exhibited that behavior, and false otherwise. Then, we performed a visual inspection of this binary data and observed that there were potentially 3 patterns of self-regulation behavior. To verify this interpretation, we applied the K-modes unsupervised clustering algorithm [47] to the student data, using the binary variables as features, specifying K=3 to separate the students into 3 clusters.

The resulting clusters, shown in Table 5.3(Right), aligned with our visual inspection. One cluster, which we will refer to as the *high coverage* cluster, contained 12 participants whose journals had exhibited at least 9 of 10 of the behaviors in Table 5.1. These high coverage students typically were missing entries exhibiting the behaviors (*Interpret* the prompt and *Adapting* solutions). The journal excerpt shown in Table 5.2 is from a student in the high coverage cluster and shows evaluating, reflecting, and interpreting about a series of CSS problems. The second cluster, which we refer to as the *moderate coverage* cluster, had 12 participants who journaled about the most common behaviors (*Process* monitoring, *Evaluating* solutions, *Searching* for analogous problems, *Reflecting* on their cognition, creating *Self-explanations*, *Rationale*), but not the least common behaviors. The final cluster, which we refer to as the *low coverage* cluster, had 7 participants who journaled about the fewest behaviors, with *Process* monitoring and *Evaluating* solutions being the only behaviors all
participants in this group journaled about.

Maturity of reflection

Whereas our first two analyses considered frequency of reflection and patterns in reflection activity, our third analysis of the journals considered the “maturity” of the reflection itself. We defined maturity as the degree to which self-regulation was an integrated part of students’ programming process. To analyze maturity, we qualitatively coded the responses that students gave to the two journaling survey questions, analyzing how students wrote about their journaling process. Two researchers inductively coded the responses identifying varying categories of detail in participant reflections on their process, developed a coding scheme based on those categories, and used that scheme to independently code the survey questions, following the approach from prior work [109]. The researchers reached 88% agreement before reviewing and reconciling discrepancies, coming to 100% agreement on all assigned codes.

The final coding scheme consisted of three codes representing the level of reflection maturity in participant responses. Participants who demonstrated mature reflection were those who identified that they were struggling with reflecting while programming because the reflection conflicted with their process. For example, one participant with mature reflection stated, “When I hit really difficult bugs, I don’t want to reflect on them or journal, I just want to look at my code and chase them down.” These participants demonstrated a high awareness of their current process and how reflection interfered with it. Perhaps unsurprisingly, due to asking students to incorporate a new skill into their programming process, there were no students in the mature category that demonstrated high awareness of their process without identifying that it interfered with their current process. They often stated that they opted not to engage in journaling during programming, choosing to journal after-the-fact to meet the journaling requirement. Another set of participants we identified was those who were actively integrating reflection into their process. This group provided indications that they
were still developing a programming process, often reporting struggling because the act of reflecting was difficult rather than because it conflicted with any current process. For instance, one integrating participant expressed, “It is [difficult] because that I might not remember all the details all the time.” The final set of participants we identified as being process-unaware. These participants stated that they did not reflect on their process, that they had no difficulties reflecting while providing no additional details, or responded to the question by describing their process or a segment of code that was difficult rather than an aspect of their process. For example, one process-unaware participant responded, “I never really stopped and thought about something being hard, I just started looking through google/documentation.”

5.3.2 Implications and future work

These results have important implications for future self-regulation interventions and research. These results suggest that educators seeking to scaffold the development of self-regulation skills should strongly consider the robustness of students’ current self-regulation skills. The challenges reported by our participants demonstrate that interventions intended to help build self-regulation skills may act to needlessly slow down and hinder students’ ability to be productive. Alternatively, students that would fall into the high coverage or moderate coverage clusters may disregard the intervention in favor of their current workflows resulting in wasted efforts with no benefits. Additionally, without careful training and scaffolded practice low coverage students may struggle to begin to develop necessary self-regulation skills at all, remaining in a state of low coverage. Instead, educators may want to have tiered, faded scaffolding, systems that first carefully train low coverage students in self-regulation skills and the ability to reflect on them, helping them to achieve moderate awareness. Additionally, educators might want to take into account the self-regulation behaviors that students are more and less apt to engage in. Some work is already attempting to emphasize the importance of developing explicit practice Interpreting the prompt from the beginning [91] and similar efforts
might be needed for Adapting to help students be more aware of their process and help them more quickly achieve high coverage levels of self-regulation.

We believe further research into understanding the development of novice programmers’ self-regulation is necessary. First, future work should replicate our findings in other authentic programming settings, using other programming languages, and in other cultures. Future work should also refine the training and instruments used in our study to more accurately measure self-regulation in situ. Researchers should leverage our awareness cluster findings as a basis for further investigations on the development of self-regulation skills in programming. Future work should also explore the order in which novices develop particular self-regulation behaviors. Similarly, future work should investigate connections between categories of reflection and the clusters of behavior coverage.

Despite the limitations on the validity and generalizability of our results, our findings are an important step in understanding the in situ self-regulation of novice programmers. With further research, improved instruments, and refined theories, we hope for a future where educators understand self-regulation development and leverage that understanding to support the development of robust self-regulation skills for all students.
Chapter 6

EXPLICITLY TEACHING AND SCAFFOLDING METACOGNITION

The two previous chapters investigated novices’ self-regulation in programming, primarily for the purpose of being better prepared to explicitly teach novices the mental skills of programming. This chapter follows from those results, contributing an approach to promote metacognitive awareness in introductory programming settings. This chapter addresses the thesis statement by describing a study\(^1\) investigating the approach’s effect on the productivity, independence, self-efficacy, and growth mindset of novices.

6.1 Introduction

The results discussed in the previous two chapters show a trend of novices having difficulty being aware of their own thinking. Chapter 4 found that when novices did self-regulate, it was infrequent and shallow. In Chapter 5 we found that, in an authentic programming context, novices found it difficult to even reflect on their thinking and process, finding it too abstract or that it conflicted with their own process. These results suggest that one way to support novices might be to first explicitly teach, and help learners develop, metacognitive awareness. Given that programming requires disciplined thinking and self-awareness [83], the results of the previous chapters highlight that computer science education may be failing learners by assuming that students are aware of and have developed, or can independently develop, these invisible skills that are required to succeed.

In the following sections of this chapter I present, and describe an evaluation of, an integrated set

of four interventions to explicitly teach and support the development of metacognitive awareness.

6.2 Interventions

These four interventions are designed to teach learners how to converge toward programming solutions while incentivizing them to recognize, evaluate, and refine their problem solving strategies:

- Provide explicit instruction on the goals and activities involved in programming problem solving. Frame problem solving in programming as a set of distinct stages (which we describe shortly).

- Prompt learners to describe their problem solving state. When learners ask for help from a person, or from software such as an intelligent tutoring system or learning technology, prompt learners to describe the problem solving stage in which they are engaged. This encourages additional reflection on their problem solving.

- Provide a physical representation of problem solving stages to help learners monitor their state. Provide a physical handout that details the programming problem solving stages and encourages learners to track which stage they are in, peripherally prompting learners to be aware of what actions might be appropriate next.

- Provide context-sensitive problem solving prompts. To reinforce metacognitive awareness during code editing, offer contextual hints that prompt learners to recognize the problem solving stage they are engaged in.

Utilizing the problem solving framework from Section 3.1, one can instantiate instruction on the problem solving behaviors and the three proposed forms of metacognitive prompts (a handout modeling the problem solving stages, help request prompts, and context-sensitive help) in many different ways. For example, in online learning technologies, these interventions might be built into
automated tutorials or online IDEs. In classrooms, they might be interactive activities, lectures, TA prompts, or even grading policies.

Our instantiation of the explicit instruction was a 1-hour problem solving lecture teaching the six programming problem solving behaviors as described in section 3.1. The instructor began the lecture with a physical book sorting exercise. He asked the campers how to sort the books by size and followed their verbal instructions. Next, he conducted a guided-discovery discussion, asking the campers how they knew how to sort the books in that way and why they sorted the books that way. The campers discussed the how and why amongst themselves until they reported that they understood the problem. The instructor then prompted for more explanation until it became apparent to campers that the questions were not as simple as they initially seemed. The instructor used this realization to trigger a discussion of each of the six problem solving behaviors, starting with reinterpreting the problem prompt. Campers tried to identify the next behavior in the process as a group at the instructor’s request. Once the campers identified the next behavior (or the instructor identified it when campers ran out of ideas), he tied abstract concept of the behaviors to the concrete book sorting problem the lecture began with. The following section describes how we evaluated our instantiation of the interventions and provides one example of how they might work together in practice.

6.3 Method

To explore and evaluate the impact of these metacognitive interventions, we conducted a controlled experiment across two 2-week camps with 48 high school students who signed up to learn basic web development. We hypothesized that our interventions would improve learners’ ability to describe their problem solving progress, strengthen their self-efficacy (their degree of confidence in their ability to carry out a task [6, 7]), foster growth mindsets (their theories about whether ability is learned or innate [30]), and ultimately produce a higher quantity of functional code. The goal of
our experiment was to compare a traditional version of a web development camp (our control) with an experimental version of the same camp that included the four interventions. In the rest of this section we describe our camp, data collection, and the results of our investigation into our predictions. We then discuss the implications of our findings for the broad landscape of efforts to teach coding in classrooms, tools, and online.

Participants

Our participants were campers in a university-sponsored summer youth learning program. The program was based in a region with a large software industry, so many of the campers likely knew someone with coding skills. Campers in the youth program have historically been from upper-middle class families with college-educated parents, and have typically been only 20-30% female. Campers and parents were not aware of any difference between the two camps other than their scheduled time. The youth program managed registrations, recruiting 25 campers in the experimental group and 23 in the control. From this point forward, we refer to campers with a letter indicating their group followed a unique number (e.g. E27 is an experimental camper and C75 a control).

The experimental group included 8 females and 17 males. Two campers listed English as a second language. The control group included 8 females and 15 males, and all listed English as their primary language. The two groups were largely indistinguishable: they did not miss class at different rates (Kruskal-Wallis, $H=2.2$, $p=0.138$), they had similar grade levels ($X^2=4.1829$, $df=3$, $p=0.242$), and similar self-reported programming and web development experience ($X^2 = 2.669$, $df=1$, $p=0.102$).

The Camps

Each camp consisted of ten 3-hour weekday sessions from 9am to 12pm (experimental) and from 1pm to 4pm (control). We placed the experimental group in the morning to bias any instructional
<table>
<thead>
<tr>
<th>Day</th>
<th>Activities</th>
</tr>
</thead>
<tbody>
<tr>
<td>Day 1</td>
<td>HTML lecture and activity</td>
</tr>
<tr>
<td>Day 2</td>
<td>1-hour problem solving lecture (experimental only)</td>
</tr>
<tr>
<td></td>
<td>Problem solving stages handout and prompts (experimental only)</td>
</tr>
<tr>
<td></td>
<td>CSS lecture and activity</td>
</tr>
<tr>
<td></td>
<td>1-hour additional CSS activity (control only)</td>
</tr>
<tr>
<td>Day 3</td>
<td>JavaScript lecture and activity</td>
</tr>
<tr>
<td></td>
<td>Growth mindset development exercise</td>
</tr>
<tr>
<td>Day 4</td>
<td>React lecture and Interactive activity</td>
</tr>
<tr>
<td></td>
<td>Growth mindset development exercise</td>
</tr>
<tr>
<td></td>
<td>Problem solving reminder (experimental only)</td>
</tr>
<tr>
<td>Days 5-9</td>
<td>Free development time</td>
</tr>
<tr>
<td>Day 10</td>
<td>Project presentations</td>
</tr>
</tbody>
</table>

Table 6.1: The camp schedule, with experimental camp’s additions as noted.

Figure 6.1: The paper handout and physical token we gave to campers to track their problem solving stage.

Improvements toward the control group (though this may have introduced other confounds, as we discuss later). Both camps took place in the same university computer lab. Campers worked in the Chrome web browser and Cloud9, a web-based IDE (http://aws.amazon.com/cloud9/).
The Instruction

We aimed to teach concepts, syntax, and semantics of HTML, CSS, and JavaScript with a focus on the React JavaScript framework (facebook.github.io/react). Our goal was for campers to feel capable of learning more about these technologies, but not necessarily capable of developing interactive web sites with them independently. We chose the React framework because it is based on a powerful but highly constrained view abstraction, which meant that there are only a small number of ways to implement any particular functionality. This made measuring task completion more straightforward, as we describe later in our results.

As Table 6.1 shows, the camp included 4 days of lectures and practice, followed by 5 days of self-directed programming time on a course project. The lead instructor presented HTML, JavaScript, and React lectures to both groups. Another instructor presented a CSS lecture and a growth mindset exercise to both groups. Three additional undergrads also acted as helpers to the campers. All members of the instructional team had at least novice experience with web development. The lead instructor had experience as a professional software developer but had no experience running camps or teaching programming.

The experimental group began with the 1-hour lecture and book sorting problem described in Section 6.2. After the lecture, we provided the experimental group with a physical handout of the problem solving behaviors (shown in Figure 6.1) and a physical token so they could track their current state on the handout (the second part of our intervention). We instructed campers to track their progress through the behaviors as they worked on their website and to reflect on and adjust their strategies. While the problem solving lecture detailed what programmers must achieve in the six behaviors, it did not prescribe how they achieve it. We did not mention any particular strategies or resources to use for each behavior. The one exception to this is a mention of the development of sub-problems, which the instructor mentioned in the lecture and noted in the handout. The instructor encouraged the use of the Idea Garden, which mentions strategies such as working backwards.
Figure 6.2: Camper E27’s final project, showing buttons that link to different interests (left) and content and images (center). Details have been anonymized.

The Project

After the four days of lecture and practice, campers in both groups spent the remaining five work days on a class project. The project was to build an interactive, React-based single-page web application that contained both static and interactive content about campers’ interests. Figure 6.2 shows an example of a camper’s final site. To scaffold the project, we provided a basic architecture for the application. We then provided a set of 20 progressively more difficult tasks for campers to complete at their own pace (see Table 6.2).
<table>
<thead>
<tr>
<th>Task</th>
<th>HTML</th>
<th>CSS</th>
<th>JS</th>
</tr>
</thead>
<tbody>
<tr>
<td>Add a window title to the web page</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Create objects to represent each of your interests</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Change the background color and add a border to your page</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Create a space for each of your interest's names</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Add a component that displays a photo of your interest</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Display interest text paragraphs in their own &lt;div&gt; tags</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Give your page a background image</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Give the content area a background color and rounded border</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Use a component to display a page title stored in a variable</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Give each paragraph a unique style using .map()</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Make a “Surprise Me” button that shows a random interest</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Style your buttons with a border and transitions</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Create a menu component with two buttons</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Make the menu navigate between the interests and “about me” pages</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Fill your “about me” page with content about you</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Make the title match the currently selected page</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Add an image to “about me” page that changes when clicked</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Embed a video in your interest’s content area</td>
<td>✓</td>
<td></td>
<td></td>
</tr>
<tr>
<td>Link your images to an external page</td>
<td>✓</td>
<td>✓</td>
<td></td>
</tr>
<tr>
<td>Create a photo gallery that displays six images</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>

Table 6.2: Condensed versions of the prescribed tasks given to the campers and the skills that each task required.
During both the after-lecture activities (during the first week) and project work time (during the second week), campers in both groups had access to several types of help. We gave campers access to the PDFs of the lectures along with HTML, CSS, and JavaScript “cheat sheets.” We also encouraged campers to find online resources on their own. The two instructors and three helpers also offered help upon request. The helpers’ goals were twofold: 1) to get the camper on a more productive path without giving them a solution and 2) to gather data about the camper’s metacognitive awareness and problem solving strategies. To achieve these goals, helpers provided assistance only when asked for by the students, and they never provided code.

When responding to a camper’s help request, helpers first asked the camper two questions: 1) “Describe the problem in as much detail as you can” and 2) “What have you tried so far?” Additionally, helpers asked the experimental group, “What problem solving behavior do you think you are in? (The third of our interventions). After these questions, the helpers provided assistance. Next, the helpers recorded detailed observations about the problem(s) the camper had encountered and the assistance provided. At the end of each day, helpers transcribed their notes, elaborating on details they did not capture previously.

To provide context-sensitive problem solving prompts to the experimental group (the fourth
of our interventions), we implemented the Idea Garden [17–20, 50] in a panel of the Cloud9 IDE (see Figure 6.3, main). The Idea Garden, as a design concept, entices programmers to consider new ideas when they are stuck on a task. In this manifestation, we reinforced the problem solving behaviors by housing the Idea Garden’s 14 hints under headers corresponding to the six behaviors. When campers triggered a programming “anti-pattern”, such as forgetting to use the iterator in a for loop, the Idea Garden placed an icon on the screen next to the problematic line of code (Figure 6.3, callout). If the camper then clicked on the icon, the titles of hints relevant to the problem became highlighted.

**Data Collection**

At the end of each camp day, campers completed an end-of-day survey. To learn about the campers’ metacognitive awareness during the camps, we adapted the techniques of [108, 113], asking campers to reflect on a difficult task and respond to the survey question “How did you solve this problem? If you didn’t solve it, what did you try?”

To measure campers’ programming self-efficacy, we adapted the scale by Askar et al. [4] to reflect web development tasks. The eight survey prompts were on a 5-point Likert scale and featured statements such as “I can write syntactically correct JavaScript statements”, “I can complete a programming project even if I only have the documentation for help.”, and “When I get stuck I can find ways of overcoming the problem.”

To measure campers’ growth mindset, we used previous programming aptitude mindset measures of Scott & Ghinea [102]. The three survey prompts were also on a 5-point Likert scale and included the statements “I do not think I can really change my aptitude for programming.”, “I have a fixed level of programming aptitude, and not much can be done to change it.”, and “I can learn new things about software development, but I cannot change my basic aptitude for programming.”

To measure productivity, helpers saved the campers’ source code at the end of each camp session.
We also captured the experimental group’s use of the Idea Garden, modifying a Cloud9 event logging mechanism to report Idea Garden interactions like opening a hint. The experimental group’s end-of-day surveys included three questions about how campers used the Idea Garden as a resource.

6.4 Results

Because the camp was an experiment, everything we described in the previous section was identical for both groups, with the exception of the four things added to the experimental group: 1) the problem solving lecture, 2) the handout in Figure 6.1, 3) the help request prompts, and 4) the Idea Garden help shown in Figure 6.3. This section presents the effects of these interventions, beginning with a qualitative description of the campers’ experiences and outcomes to give context to our results. I then discuss the effects of our intervention on metacognitive awareness, help requests, productivity, self-efficacy, and growth mindset. All statistical hypothesis tests we report were non-parametric Kruskal-Wallis or Chi-squared tests. All references to students in the camp are formatted by the condition, E for experimental and C for control, followed by an anonymized ID number.

6.4.1 Camper Experiences

As with any learning environment, the campers had a diversity of skill, engagement, and performance. Some campers relied heavily on the physical handout, while others only referenced it when prompted by camp helpers. Some of the most productive campers created their own tasks and used all the tools at their disposal to accomplish those tasks. For example, camper E40 (a 12th grade male) asked for the most help and earned the second highest productivity score. He discussed his problem solving activities and interacted frequently with the Idea Garden. On day 3, he read the iteration hints about for, for-in, and map and later asked for help iterating over his list of photos. On day 5 he said that the Idea Garden gave him new tactics: “yeah, it told me to try using a map function or a for-in loop and im [sic] trying to get them to work.” On day 6, helpers observed him successfully
using iteration without help.

The control group also contained highly productive campers, but they appeared to be less independent. Campers C91 (10th grade male) and C92 (11th grade male) earned the two highest productivity scores in the control group, working together. C91 said, “Tell me what’s wrong here because I’m not going to bother figuring out what’s going on,” showing how quickly he gave up on solving problems independently. When C91 and C92 struggled they compensated by working together and repeatedly asking for help.

Other campers were less productive. For example, camper E50 (a 9th grade male) focused primarily on content changes and the most challenging task (the photo gallery) in Table 6.2, but did little work on any other task. He worked independently and tried to use the Idea Garden, but reported: “I tried looking at [the hint about using the JavaScript map function] and it wasn’t really useful”. He encountered many early stage learning barriers (described later) as well, saying things like “I don’t know where to start. I did display a photo, but I don’t know how to create a component.” C87 (an 11th grade male) also earned low productivity scores due to avoiding tasks requiring JavaScript and only requested help with CSS and HTML.

6.4.2 Impact on Metacognitive Awareness

The stories in the previous section suggest several differences between the groups. One difference we predicted was that our problem solving instruction would help campers be more aware of the strategies they used, enabling them to better identify and describe them.

To investigate this hypothesis, we evaluated metacognitive awareness by analyzing each of the responses to the end-of-day survey question “How did you solve this problem? If you didn’t solve it, what did you try?” The most salient difference in the responses was the presence or absence of specific problem solving strategies or tactics. For example, many campers wrote in detail about their efforts to solve a problem, such as “I did not solve the question. I googled it, and tried several
bits of code, but I must have used them incorrectly, because they did not work.” (C76) and “I looked at the slides and copied similar code just in the context of my code. But there was a small error between ‘item’ and ‘items’ which took a long time to figure out.” (C84). Others were quite terse and simply mentioned asking for help, as in “teacher help” (C82) or “I asked an instructor.” (C83). Some additional strategies mentioned included asking peers for help, searching google, copying and modifying previous code, and mental simulation of the code looking for errors. Two researchers counted the number of end-of-day responses per camper that described a specific strategy or tactic other than asking an instructor for help (reaching 90% agreement). After comparing these counts, we found that campers in the experimental group were significantly more likely to write an explicit description of a problem solving strategy (H=4.554, p=0.032) (see Figure 6.4). As shown in Figure 6.5, the experimental group campers also wrote significantly more words in their responses (H=6.326, p=0.011).

6.4.3 Impact on Types of Help Requested

Our instruction aimed to help campers be more aware of their current problem solving state, and therefore more capable of evaluating their strategies. Therefore, we predicted that the experimental group would be more independent and make more progress before requiring help than the control
<table>
<thead>
<tr>
<th>Barrier</th>
<th>Definition from [56]</th>
<th>Representative Quote from Camper</th>
<th>Control</th>
<th>Experimental</th>
</tr>
</thead>
<tbody>
<tr>
<td>Design</td>
<td>Did not know how to approach solving a problem.</td>
<td>“I’m incredibly lost. I think I’m on task 4?” – camper C92</td>
<td>9%</td>
<td>6.7%</td>
</tr>
<tr>
<td>Selection</td>
<td>Had an approach but did not know what language or API features to use.</td>
<td>“How can I get the title a different color?” – camper C95</td>
<td>27.8%</td>
<td>21.3%</td>
</tr>
<tr>
<td>Use</td>
<td>Had a language or API feature but did not know how to use it.</td>
<td>“I’m kind of confused on how to write an if statement to display the pictures...if the tab is PhotoGallery” – camper E42</td>
<td>34.4%</td>
<td>37.3%</td>
</tr>
<tr>
<td>Coordination</td>
<td>Did not know how to use two or more language or API features together.</td>
<td>“This is no longer working. They were separately but I tried combining them and it doesn’t” – camper C89</td>
<td>4.2%</td>
<td>3.2%</td>
</tr>
<tr>
<td>Understanding</td>
<td>Observed a failure and did not have guesses about why.</td>
<td>“I added this photo code to my webpage and now my buttons don’t work” – camper E37</td>
<td>23.8%</td>
<td>28.8%</td>
</tr>
<tr>
<td>Information</td>
<td>Had a guess about why a failure occurred but could not get information to confirm</td>
<td>“I’m using getElementById here in the HTML but it keeps evaluating to this ‘else’ so I know it’s not working” – camper E50</td>
<td>0.8%</td>
<td>2.7%</td>
</tr>
</tbody>
</table>

Table 6.3: Each row defines the barrier and gives an example from a help request, along with the percent of each type of barrier reported by each condition in their help requests. Highlighted cells are the higher of the two proportions.

...group. For example, if a camper in the implementing a solution stage struggled with getting some JavaScript to work, exposure to the paper handout, the help request prompts, and the Idea Garden might remind them to search for an alternative solution, think of other similar problems they had solved before, or re-evaluate their understanding of the problem.

To detect this possible change in help requests, we classified the notes on each help request using a previously reported coding scheme on programming learning barriers [56]. We list the six barriers in Table 6.3, showing examples from campers. Each barrier is a general type of impasse that...
Table 6.4: The barriers from [56] that might be encountered in a particular problem solving behavior.

<table>
<thead>
<tr>
<th>Problem Solving Stage</th>
<th>Potential Barrier(s) Encountered</th>
</tr>
</thead>
<tbody>
<tr>
<td>Reinterpret problem prompt</td>
<td>Design</td>
</tr>
<tr>
<td>Search for analogous problems</td>
<td>Selection</td>
</tr>
<tr>
<td>Search for solutions</td>
<td>Selection</td>
</tr>
<tr>
<td>Evaluate solution supposition</td>
<td>Selection</td>
</tr>
<tr>
<td>Implementing a solution</td>
<td>Use, Coordination</td>
</tr>
<tr>
<td>Evaluate implemented solution</td>
<td>Understanding, Information</td>
</tr>
</tbody>
</table>

Table 6.4: The barriers from [56] that might be encountered in a particular problem solving behavior.

learners typically encounter in programming tasks. Table 6.4 lists some of the barriers that might occur during particular problem solving behaviors. Two researchers coded the helper observations from camper help requests. They reached 88.75% agreement on 20% of the data and then coded the rest separately.

The helper to camper ratio (1:5) in each camp constrained the amount of requests (289 requests in the control, and 309 in the experimental), so we focused on analyzing the relative proportion of different types of requests. As shown in the two rightmost columns of Table 6.3, the proportion of help request types varied significantly by condition (X2=11.087, df=5, p=0.049). Campers in the control group requested assistance with design and selection barriers more often (devising a solution to a problem and identifying programming language and API constructs to implement it). In contrast, the experimental group requested more help with understanding and information barriers (how to debug their implementations). Though the difference in proportions of help request types was not large, campers in the experimental group were more likely to select a solution and implement it independently, allowing them to progress to evaluation before seeking help.
6.4.4 Impact on Productivity

If our problem solving instruction was effective, we would also expect to see the experimental group finish more work than the control group. To test this hypothesis, we considered the degree to which campers completed prescribed tasks and self-initiated tasks for their project.

To measure these two kinds of productivity we counted the number of tasks completed, weighted by the category of tasks identified in Table 6.2 to determine a productivity score. Two researchers inspected each camper’s final project source code and website, checking which tasks they had completed. We only counted a camper’s code as completing a task if it resulted in visible features on their website. React restricted the number of ways a camper could accomplish a task, making this assessment straightforward. For the self-initiated tasks, the same two researchers checked each camper’s website for additional functionality, recording a description of its behavior and the code required to implement it. Campers in both conditions completed several impressive additions to their project, such as additional menu items in their profile page, widgets that displayed the current time, embedded videos, and a two-player “tic tac toe” game.

Tasks (prescribed or otherwise) required different amounts of work and thus had different levels of difficulty. Some tasks were simple content changes, while others required substantial JavaScript implementations. To account for this varying work in each completed task, we categorized tasks
according to which skills they required (as indicated in Table 6.2). Content tasks that only involved writing natural language, but not modifying markup or code, received 1 point. HTML tasks that involved adding or editing tags or HTML attributes received 2 points, as we considered these changes more difficult than modifying content because of the knowledge of markup syntax required. CSS tasks involved creating new CSS rules that interacted with HTML received 4 points, since they involved complex interactions with the DOM. Finally, JavaScript tasks that involved interactions with content, HTML, and CSS, received 8 points, as they required the most effort to complete and did the most to further campers toward the goal of developing a highly interactive website.

Comparing each group’s weighted task completion scores revealed several interesting trends. First, as shown in Figure 6.6, the two groups completed similar amounts of prescribed task work in the same amount of time (H=0.0009, p=0.975). However, the experimental group completed substantially more self-initiated tasks: only 4 control group campers (17%) added additional functionality, compared to 11 experimental group campers (44%). This additional work led to the experimental group achieving significantly higher work scores (H=4.509, p=0.033), completing
over twice as much self-initiated work on average (as shown in Figure 6.7). Figure 6.8 shows that the experimental group’s productivity on both prescribed and self-initiated tasks outpaced that of the control over time.

When we counted the lines of code that campers changed on each day of project work, there was no significant difference between groups (with the exception of day 8) (see Figure 6.9). This suggests that the experimental group got more work done with a comparable amount of code editing.

One potential confound in these results is the extent to which campers sought help: if the experimental group relied more heavily on the instructor and helpers, it may have explained their higher productivity. To investigate this, we checked the correlations between campers’ help requests and total productivity scores, and found the opposite: the experimental group showed no significant association between help requests and productivity (Pearson: r(23)=0.278, p=0.179), whereas the control group did have a significant association (Pearson: r(21)=0.467, p=0.025). This suggests that the control group not only accomplished less work, but relied more on the helpers to complete this work.

6.4.5 Impact on Self-Efficacy

With the experimental group’s greater productivity, we also expected to see a relative increase in self-efficacy when compared to the control group. To test this prediction, we calculated the mean of each camper’s eight self-efficacy survey responses at the beginning and end of the camp, resulting in a score from [-2, 2]. Figure 6.10 shows the distributions of these scores before and after the camp by condition, and Figure 6.11 shows the scores each day.

At the beginning of the camp, most of the campers’ self-efficacy scores were low: the control mean was -0.54 and the experimental mean was -0.74 where 0 is neutral self-efficacy. These distributions of pre-camp self-efficacy scores were not significantly different (H=0.87, p=0.351). After the camp the combined programming self-efficacy scores were higher for both groups, but the
experimental group’s self-efficacy was significantly higher than the control’s (H=12.2, p=0.0005), with a control mean score of 0.29 and an experimental mean score of 0.88. With a mean difference effect size of 0.59, the control group ended the camp with a neutral belief in their ability to create web applications, whereas the experimental group was unambiguously positive (shown in Figure 6.11).

When we considered the change in self-efficacy – computed as the difference between the last and first days’ combined scores – the differences were even more substantial. The control group’s change in self-efficacy score was a mean of 0.90, whereas the experimental group’s change in self-efficacy score was a mean of 1.61, leading to significant effect size of 0.71 increase in self-efficacy (H=14.1, p=0.0002). These results show that the problem solving intervention in the experimental group likely had a strong positive effect on campers’ beliefs in their abilities to successfully code interactive web sites.

Another notable difference was the self-efficacy changes by gender: after the camp, many male campers still had negative programming self-efficacy, as did many female campers in the control group, but all female campers in the experimental group reported positive self-efficacy.
Figure 6.12: Aggregate growth mindset scores for all campers in both groups, with experimental and control sorted from lowest to highest. Some before values are not visible due to high after values. Growth mindset stayed positive in the experimental group but turned more negative in the control.

Figure 6.13: Mean growth mindset score across the ten days, by condition. While the control campers’ growth mindsets deteriorated sharply when JavaScript was introduced (day 3) and continued to degrade, the experimental campers maintained their existing growth mindset throughout the camp and showed a slight upward trend.

6.4.6 Impact on Growth Mindset

As shown in recent prior work, introductory computer science courses can erode growth mindsets, making students believe that general aptitude is inborn and cannot change [38]. We hypothesized that by increasing campers’ success at problem solving and programming, we could prevent this erosion of growth mindset. Similar to the self-efficacy measure, we tested this hypothesis by mapping campers’ pre-camp and end-of-day growth mindset survey responses to a [-2, 2] scale, then took the mean of the responses. Because the survey measured fixed mindsets, we negated the value, so that positive values indicated growth mindset and negative indicated fixed mindset.

As shown in Figure 6.12, at the beginning of the camp, the campers in both groups began with a comparable but weak growth mindset, with the control group having a mean of 0.60 on our scale (slightly below “agree” on our scale), and the experimental group having a mean of 0.87 (also slightly below “agree”), (H=1.89, p=0.169). After the camp, however, the campers in the groups were significantly different (H=21.9, p=0.000003): the control group campers’ mean score was -0.20 (meaning their growth mindset had eroded to a slight fixed mindset, replicating prior work [38]), and the experimental group’s mean score was 0.93 (a moderate growth mindset). Figure 13 illustrates this trend over time, showing that the campers in the experimental group maintained
their belief that aptitude can improve while the control group campers’ growth mindset eroded. The change in growth mindset scores for each camper from before and after the camp (the difference between last and first day’s combined growth mindset score) was also significant (H=6.20, p=0.012). The control group had a mean decrease of 0.80 in their growth mindset, whereas the experimental group only had a 0.07 mean decrease.

6.5 Discussion

Our results provide some of the first evidence that teaching problem solving for programming is not only possible, but can improve productivity, promote independence, increase self-efficacy gains, and reinforce growth mindset in a learning setting where it typically erodes greatly. Moreover, the trends we observed are consistent with the intended mechanisms of our intervention: campers in the experimental group were significantly more likely to recall and describe the strategies they employed and more likely to request help with a problem after they had already attempted to solve it. Although our experiment did not allow us to separate the relative contributions of our four interventions, our results suggest that they worked together to teach and reinforce the idea that awareness of one’s strategies and their effectiveness is critical to successful programming.

In one sense, these results are what general theories of problem solving, self-regulation, and metacognition would predict. Prior investigations into metacognition instruction generally provide students with a domain-specific problem solving knowledge and goal structure, plus incentives to learn from and avoid common metacognitive errors, such as poor or failing strategies [95] – and this is what our intervention did. The increased independence with which the campers in the experimental group worked would also explain why their self-efficacy increased, and possibly why their productivity increased: if they were more effective at recognizing effective and ineffective strategies through increased awareness, they would have made more progress on problems without having to wait for help from the camp helpers. In contrast, the campers in the control group,
like students in most introductory settings, were usually stuck at the beginning of problems and required help to proceed. This may have reinforced that they did not “get” programming, weakening self-efficacy and eroding growth mindset.

If our interpretations are correct, our study has important, far-reaching implications for how we teach people to code. First, given the strong positive impact of growth mindset on lifelong learning [12] and the tendency of introductory programming settings to weaken it [38, 102], if our findings are replicated and further substantiated it would arguably be unethical for learning technologies and teachers to not adopt some form of instruction on problem solving. Designers of introductory programming learning technologies such as Scratch, codecademy.org, and code.org could embed explicit instruction about the problem solving stages we propose, perhaps even finding ways to detect what stage a learner is in and offer constructive feedback about strategies and tactics to proceed. By incorporating such instruction, we might also increase participation in computing by women and ethnic minorities, who often start with lower self-efficacy or fixed mindsets in computing settings [35].

There are still several open research questions about our intervention. Future work should explore which aspects of the intervention were most responsible for the effects. There are also wide-open design questions about how to adapt the spirit of our intervention to other settings, including online learning technologies, and classrooms of various sizes and structures.

Part of this future work is also overcoming the limitations of our initial investigation. Studies should explore the effects of similar interventions on other age groups, levels of academic achievement, and other socioeconomic statuses. In particular, the campers we recruited mostly came from high socioeconomic status families in a mostly white city, and had a high likelihood of knowing someone who worked in the software industry in some capacity. Viewing technology from an amplification lens [110], our results could have been quite different in rural or low socioeconomic settings, where prior work has shown self-efficacy and exposure to computing to be substantially
lower. Future work should also replicate the effects of our study with other instructors, other programming languages, other problems, and other cultures. For example, we achieved these effects with a team of energetic but novice teachers; achieving them with more experienced teachers may require different approaches. Our work also did not explore the extent to which the changes in self-efficacy and reinforcement of growth mindset are robust to time: it may be that the campers’ self-attitudes were shaped contextually and not generalizable to other settings.

In addition to generalizability concerns, the time of day difference in our camps may have caused internal validity issues. Because the experimental group was in the morning, it might have attracted higher achieving campers not deterred by a 9 am start time and may have received higher energy instruction from teachers and helpers, unlike the afternoon, which occurred after lunch and a long morning of instruction. We tried to overcome this confound by placing the experimental group first, ensuring that the control group also received many benefits from the second delivery of the camp (fewer technical problems, improved answers to requests for help, clearer delivery of direct instruction), but it is possible these advantages did not outweigh possible bias. Limitations aside, if we can repeat these findings broadly and deepen our understanding of how to teach problem solving in programming in a wide range of contexts, there is broad potential for impact on the world’s current efforts to teach programming. Dozens of countries have begun initiatives to teach programming in K-12, and hundreds of companies have started coding boot camps. Our results suggest that problem solving instruction can and should be an instrumental part of them. If we can train the teachers, develop the materials, and adapt the learning technologies to empower learners to understand and solve programming problems, we might just meet the ever-growing demand for a diverse and computationally literate global society.
Chapter 7
THE PROBLEM SOLVING TUTOR

Chapter 6 investigated one possible approach to explicitly teach and scaffold the development of metacognitive awareness in a classroom setting. In this chapter I present the Problem Solving Tutor (PSTutor), a novel interactive computer-based tutor for teaching programming self-regulation skills that 1) works at arbitrary scale, 2) only requires a teacher to author reusable content, and 3) and can be used to to support instruction on all possible programming activities and scenarios. In the following sections I discuss the design of the PSTutor, demonstrate how the PSTutor supports the development of metacognition and self-regulation skills, and describe how content is created for the tool. I then present an empirical evaluation of the PSTutor in a web development course where learners reported PSTutor having several positive impacts on their process and self-regulation. Additionally, I’ll show that students who viewed PSTutor scripts for a programming assignment were significantly more likely to earn higher grades on the assignments. This chapter contributes two things; 1) a new genre of programming tutorial that reveals the self-regulation involved in effective programming problem solving, 2) evidence of this genre’s effect on successful programming.

7.1 Problem Solving Tutor

Rather than attempt to explicitly teach metacognition and self-regulation, the PSTutor is designed to model high quality self-regulated programming skills. The prior work on modeling self-regulation discussed in Section 2.4 shows that while many existing media have the capacity to model self-regulation in programming, they impose several limitations on authoring and learning:

- Worked examples and textbooks have limited capacity to show programming process and
Figure 7.1: The Problem Solving Tutor interface, showing 1) the programmer, 2) the programming stages, 3) the speech bubble, 4) the code area, 5) the program output area, 6) the navigation controls and current step, and 7) 10 steps from this script’s 39 steps. This is script was written for assignment A2a in our evaluation.

self-regulation over time, and to show the up-to-date program output.

• Programming demonstrations can be challenging to perform, record, and edit.

• Tutors and tutorials primarily offer opportunities to practice programming, not to see other programmers modeling effective self-regulation.

To address these limitations, I invented a new medium, the Problem Solving Tutor, which represents both a scripted modeling of programming process and the web-based viewer of these scripts. Figure 7.1 shows a PSTutor script presented within the viewer. PSTutor scripts, which are composed of a series of steps (as shown in the sequence in Figure 7.1.7), are designed to explicitly model the self-regulation of programmers, allowing learners to observe and step through carefully crafted scenarios depicting a programmer thinking aloud while they solve a programming problem. Unlike existing media, they are temporal, show program output, are easy to edit and navigate, and explicitly support modeling of metacognitive and self-regulatory behaviors.
Table 7.1: The metadata required for each step in a PSTutor script.

<table>
<thead>
<tr>
<th>Property</th>
<th>Data type</th>
</tr>
</thead>
<tbody>
<tr>
<td>Type</td>
<td>Code</td>
</tr>
<tr>
<td>Content</td>
<td>String (code, speech, or assessment prompt)</td>
</tr>
<tr>
<td>Emotion</td>
<td>Neutral</td>
</tr>
<tr>
<td>Stage</td>
<td>Interpret</td>
</tr>
</tbody>
</table>

Figure 7.1 illustrates our approach, showing the PSTutor. The figure portrays a snapshot of a programmer evaluating their progress on problem solving. The presented tutorial also models mistakes, recovering from them, and identifying making and reflecting on decisions. By modeling programmers’ self-regulation in this way, our goal is to show a novice programmer how other programmers think while they code, in the hopes that they transfer that thinking to their own future programming.

This approach to teaching self-regulation builds upon social cognitive theory [7]. The central concepts in social cognitive theory are that people acquire knowledge by observing others within a context of social interactions, experiences, and environments and that by observing other people modeling a behavior, people build the metacognitive knowledge structures that guide their later practice. Prior work shows that self-regulation skills emerge from social origins [101], particularly observations of others’ behavior combined with social guidance. PSTutor provides exactly these things, helping learners build the knowledge structures for action in programming by modeling programmers’ reflections, decisions, and actions.

7.1.1 The Script Data Structure

The essence of the PSTutor medium is the data structure schema that defines its content. Overall, the data structure for a single script is quite simple. It contains a name, a description of the programming
scenario it portrays, the initial state of a program source file, and a list of steps that convey the sequence of a programmers’ thoughts and actions while editing that source file. Each step consists of the metadata listed in Table 7.1, including the type of step, textual content for the step (speech, code, or assessment), the emotion associated with the step, and the programming stage in which the step occurs. In addition to the content in Table 7.1, Code steps must also specify a text buffer index to determine where code is inserted or deleted, and Assess steps must specify a list of multiple choice options, and for each, whether it is correct and explanations for why or why not. The data structure does not provide explicit support for program execution. As we describe later, that is a feature of the PSTutor viewer, which is responsible for executing programs in a browser and displaying their output.

7.1.2 Five Kinds of Self-Regulation Content

There are five major kinds of content that PSTutor scripts can contain, each conveying a different aspect of self-regulation.

Providing process context

One important thing to teach is the contexts in which various programming behaviors happen. Following from the problem solving framework detailed in Section 3.1, the scripts identify when each programming behavior is occurring in the script. These behaviors include Interpreting the prompt, Searching for analogous solutions, Adapting previous solutions, Implementing a solution, and Evaluating an implementation. To teach these programming contexts PSTutor scripts require explicit markers indicating when the programmer has switched behaviors. In the PSTutor we identify the times in which these programming behaviors happen as “stages”.

Understanding these stages is critical for situating which stage certain kinds of thinking and work happen in. Consider a programmer exclaiming, “Ugh, I don’t understand this at all!” Without
It is important to keep in mind that there are two sides of the assignment (client and server) that are very much interconnected.

Let’s think about similar problems we have encountered. We have experience with client-side DOM manipulation, event listening, and fetching from web services which will all come into play for the client side development.

Let’s jot down a few examples we may want to reference during this project.

In class we learned how to listen to a port, define routes, interact with the response and request objects using Node JS and the framework Express. Let’s note the example slides and other resources we may want to reference here too.

Now that we have identified the problem and some resources to consult, let’s consider how we want to approach the problem, building off our past experiences.

When doing client- and server-side development there are several approaches that I can think of taking. Let’s make a (non exhaustive) list so we can think about which we would prefer.

In no particular order, here are the four common approaches I’m thinking of:
1. Complete the client side first, then the server side.
2. Complete the server side first, then the client side
3. Lead with the client side, but build the server side along the way
4. Lead with the server side, but build the client side along the way

Remember, with any of these approaches, we should be iteratively developing our code, checking and debugging as we go.

Let’s explore what we think the pros and cons of each approach are in regards to this Pokedex project!

Table 7.2: Steps 13-22 of a script written to support the A4 assignment of the evaluation, showing the speech bubble text. Italicized steps are code edits.

context of what stage they are in and what content they are paying attention to, it is difficult to know what programming behavior the programmer is engaging in. These kinds of decontextualized statements often occur in livestreamed programming sessions, for example, where a developer might make such a remark offhand, without sufficient context for a viewer to understand what they are trying to understand. In contrast, providing explicit markers about what stage the programmer is in, as PSTutor scripts does, clarifies the intent of the remark. When a programmer is Interpreting a problem such a remark would mean that they do not understand what they are being asked to do. Or, if they were in the Evaluating stage it would be clear they understood the problem enough to implement a solution and are struggling to understand the cause of unexpected output.

To visualize the stage the programmer is in, the PSTutor interface portrays these stages as a
persistent list of stage names, as shown in Figure 7.1.1. The PSTutor highlights the current stage and animates the highlight moving to a new stage when the script calls for a transition between stages to draw learners’ attention to this change.

**Modeling thought**

Programmers’ thoughts, unless somehow externalized, are invisible to an observer: code examples cannot show it and recorded videos of programming only have small glimpses via think-aloud. Yet, based on social cognitive theory [8], it is critical that a learner be able to observe the thinking process of programming in order to learn how to think in the same way. PSTutor scripts can model the thinking of the programmer by including explicit think-aloud statements in scripts, which are then displayed in a speech bubble (see Figure 7.1.2). The speech bubble simulates a think-aloud protocol, exposing the programmer’s internal dialogue to the learner, but without the burden of an actual person having to think-aloud while they program.

PSTutor scripts can express many kinds of internal thought using the speech bubble. Thoughts expressed could include statements demonstrating metacognitive awareness of their process (e.g. Table 7.2.14), or explicitly express rationale for decisions (e.g. Table 7.2.19). The speech bubble is also important for explicitly modeling self-regulation skills like monitoring process (e.g. Table 7.2.18) and strategy selection (e.g. Table 7.2.22). In addition to these, and other, types of internal thoughts, the speech bubble can express other important context like expressions of emotion (“It worked! I’m so happy!”) or any other content that can be expressed or communicated through text.

**Modeling emotional state**

Programming is not just about process and thought; emotions also play an important role and influence motivation and decisions [5]. Understanding what emotions programmers might encounter, and how to manage them, might allow learners to set proper expectations for their future programming.
This could help to increase their programming self-efficacy and help them adopt an identity that includes programming. By demonstrating the roles of frustration, confusion, and other feelings in authentic programming contexts, learners get to experience how other programmers handle these situations. However, like thoughts, the emotional state of a programmer at work may be invisible to an observer. For instance, encountering a bug can cause frustration and adversely affect motivation while coming up with a novel idea for a solution can be exciting and increase motivation. Yet, few prior media explicitly convey these emotions beyond the excitement or frustration in scripted instructional videos.

PSTutor scripts can model emotions either through the speech bubble and through facial expressions. To model emotions with facial expressions, PSTutor uses an avatar to represent the programmer. The avatar can express emotions through a range of facial expressions, listed in Table 7.1. Figure Figure 7.1.3 and 7.2 show the excited and happy expressions in context, respectively. We included the negative emotions annoyed and shucks to help set expectations and show that programming may, at times, be frustrating and spark negative emotions like the confusion and frustration that novices often face [13]. By setting the proper expectations of programming the PSTutor may be able to support a growth mindset and support greater self-efficacy [13]. Demonstrating the negative emotions to the learner also allows for showing that negative emotions can be acceptable and can be overcome.
Modeling programming

Modeling the thoughts and emotions of a programmer is important, but lacks meaning without connecting them to how the programmer actually writes and edits code. Showing the generation of code as an output of the thinking allows a learner to understand how, and why, a programmer is writing or modifying a specific part of a program. PSTutor scripts convey changes to code by explicitly representing character-level edits to a single file program, allowing scripts to have a fine-grained representation of the transformation of a blank file into a finished program.

The PSTutor shows code modifications through a read-only editor and output pane (see Figure 7.1.4). To attract the focus of the user, the editor animates character-level “typing” of code by the programmer during implementation steps; we included this typing animation to prevent recently discovered stereotype threats about typing speed [39] from harming learners’ programming self-efficacy; it also allows script authors to easily encode things like typos and backspacing repairs to signal that no programmer types perfectly. The PSTutor also highlights the most recent block of code written for easy identification, even after proceeding to subsequent script steps.

Additionally, the output pane (Figure 7.1.5) can show the output of the current program in the editor. This combination of features allow for many kinds of illustrations of programming actions like code writing, editing, deleting, backtracking, or any other code manipulation. The live updates in the program output pane make it easy to illustrate rapid cycles of testing and editing as well. The current iteration of the PSTutor includes a JavaScript parser which will automatically display live output in the output pane. Future development will support other languages. However, when authoring the script, any type of visual output, from any programming language, can be supported by providing images of the output to be displayed in the output pane.
Modeling Self-assessment

To ensure learners are attending to the script’s content, the PSTutor can present formative assessments at any point in a script. Formative assessments have been known to be beneficial to learning [97] and have been successfully integrated in to other learning technologies for programming [58]. While all of the content in a PSTutor script is intended to explicitly model a programmers process and self-regulation, explicitly assessing learners knowledge of process and self-regulation can help reinforce these skills in context. Assessments can punctuate important concepts in the script (e.g. problem decomposition), bringing the learners’ attention back to the stages (as in Figure 7.3), or to break up scripts with many steps.

7.1.3 Script Authoring

The PSTutor is only as useful as the scripts that authors write. Therefore, I provide two types of support for authors: an authoring tool to remove barriers to constructing scripts and authoring guidelines to ensure their quality.
Authoring a script by writing a list of steps with the metadata in Table 7.1 is generally straightforward. Most of the content to write is text; the hard work is envisioning an instructive scenario and considering the frequency and depth to attend to internal thoughts. However, there are a few challenges in script authoring that need additional support. First, code in a script step is represented by a series of inserts and deletions at specific source file indices; while this format makes it easy for learners to see the actions a programmer performs in the script, it makes it very hard for script authors to see the state of a program at any given point in a script and know exactly what code is being inserted or deleted. Second, while authoring scripts in a basic markup format (e.g., a JSON
### Guideline | Rationale
--- | ---
**Show all steps.** | Early stages of social learning require highly granular modeling of individual steps [101].
**Use a sociable and supportive tone.** | Such tone helps frame failure and uncertainty as necessary and potentially productive [77].
**Include the learner (e.g use “we” pronouns).** | Learners must feel involved in the modeling to ultimately form self-efficacy [77, 101].
**Identify plans.** | Prior work shows that modeling programming as an activity that requires planning improves outcomes [76].
**Explicitly identify what is being modeled.** | Successful modeling requires attending to the behavior to be modeled [70].
**Identify transitions between stages.** | Prior work shows that recognition of programming stages promotes more structured programming process.
**Identify the problem being solved.** | Prior work shows novices struggle to remember to carefully interpret programming problems before coding [115].
**Identify ambiguities.** | Learners can interpret confusion as failure [101]; this prevents self-efficacy erosion.
**Reflect on decisions.** | Authentically models and frames programming as requiring careful analysis of problems and decisions [59].
**Model evaluation of decisions.** | Models programming as an activity requiring reflection and reconsideration of decisions [59].

#### Table 7.3: Evidence-based guidelines for authoring PSTutor scripts.

Data structure or an XML format) is feasible, such formats make it hard for authors to imagine what a learner would see at each step.

To address these two problems, we designed the authoring tool shown in Figure 7.4. It makes it easy to add, modify, and remove steps, to see the state of the program being constructed at any point in a script, and easy to quickly see a preview of what a learner would see at any stage.

**Authoring Guidelines**

While the authoring tool makes it easier to construct PSTutor scripts, writing content is still the primary challenge of authoring. In the course of writing many PSTutor scripts for many learning contexts, we have arrived at several theoretically-informed authoring guidelines. We list these in
Table 7.3. The general principle of these guidelines is to make everything explicit, calling attention to precisely the aspects of process that the modeling intends to portray.

Table 7.2 provides an example of how these guidelines can be met. For instance, the dialogue in this table shows all steps of the programmer’s thinking while in the search stage. This script could go into more detail about what examples to select for reference and why to select those examples. The nuance around the level of detail to model for each behavior is the hardest part of deciding what content to include while authoring the scripts. Table 7.2 also shows the use of sociable and supportive tone expressed through the exclamation in Table 7.2.22 and the entire dialogue includes the learner using “we” when considering experiences and actions. An example of identify plans can be seen in Table 7.2.19 and Table 7.2.22. Similarly, Table 7.2.14 explicitly shows what is being modeled (the searching stage) and, like Table 7.2.18, also identifies the transitions between stages. Table 7.2.19 identifies the problem that the programmer is addressing in this script (this is done more explicitly in earlier steps).

Following these guidelines, we have authored many types of PSTutor scripts, including scripts showing a programmer struggling to understand HTML tags, creating styling for HTML elements using CSS, using the HTML5 canvas API to create static and animated drawings, and creating animations that respond to keybindings.

7.2 Evaluation

The central design hypothesis of PSTutor is that by modeling programming self-regulation, learners will more productively self-regulate their own programming, and therefore be more successful at programming. To test this we conducted a classroom study in which we provided students in a programming class relevant PSTutor scripts before programming assignments. This allowed us to investigate authentic student interactions with the self-regulation content in the environment in which they are expected to develop these skills. To understand potential impacts on self-
regulation behaviors, we conducted a survey after each programming assignment asking about their
programming process. To understand potential impact on programming outcomes, we gathered
the grades on each assignment. Below we detail the course, the assignments, and the scripts we
presented, then present our results.

7.2.1 Learning Context

The course we chose was a front-end web development course that taught HTML, CSS, JavaScript,
and Node.js. The course was typically taken by freshman and sophomores after an introductory
programming course. We partnered with the instructor of one section of the course taught in summer
2019. The course included 37 undergraduate students (13 identified as women, the rest as men); all
had passed at least one introductory programming course covering variables, loops, functions, and
arrays. The course included six assignments of increasing difficulty:

• Assignment 1. Create a web page using HTML/CSS, adhering to visual references.

• Assignment 2a (A2a). Use HTML/CSS to create the visual elements and user interface for a
card game called “Set!”

• Assignment 2b (A2b). Use JavaScript to implement the game rules for the “Set!” game.

• Assignment 3. Use AJAX to fetch text and JSON formatted data from an API and display the
results in a “Pokedex” format.

• Assignment 4 (A4). Use Node.js and Express to implement a web service, then building a
client to retrieve the data from the web service and display it.

• Final project. Develop the front and back-end for an e-commerce store of the student’s
choosing (real or imagined).
At the university at which this course was offered, students in summer courses often take only one or two classes while working part time jobs. Therefore, students likely had similar lives outside of class as during the normal academic year, just with fewer classes.

7.2.2 PSTutor Scripts

For our intervention, we authored PSTutor scripts that reflected the work students would be asked to do in A2a, A2b, and A4:

- A2a. This script depicted a programmer styling existing HTML elements to meet a visual goal. The final output is a refined version of the output depicted in the output view of Figure 7.1.

- A2b. In this script the programmer demonstrated the development of the “isASet()” JavaScript function that the students received as starter code for the assignment. This function checked to see if a set of selected HTML elements all have the same attributes (stored as strings in the ID of the element), or that none of them have the same attributes.

- A4. This script modeled a programmer preparing to develop a full client-server application. In this, the programmer models identifying server specifications based on known client needs, identifying resources to consult for reference, and considering the trade-offs of developing the server or client side first, or developing them in parallel. This script contained no code, but used code comments to capture plans, resources, and pros and cons for different approaches to development. Table 7.2 shows the dialogue for steps 13-22 of this script.

For each of these scripts, we carefully followed all of the PSTutor authoring guidelines presented earlier in Table 7.3.

We provided the scripts at the same time that students received the assignment details; the assignments instructed students to refer to the tutorial before completing the assignment.
7.2.3 Data Collection

Instructors graded the assignments based on the students’ submissions passing test cases. Instructors also assessed the quality of the code, deducting points if students’ submission failed to follow a specified code style, had redundant code, misused the HTML DOM, used improper naming conventions, or lacked adequate code documentation. After the course concluded, the instructors provided the authors a list of anonymized participant IDs and their associated grades.

As part of each assignment submission, we asked students to reflect on their PSTutor use when turning in A2 (A2a and A2b were part of the same assignment) and A4. We asked students to answer the question, “While you were programming, how did you consider, or use, the problem solving stages or examples from the Problem Solving Tutor? How did it work for you?”

The instructor of the course incentivized the use of the PSTutor and the reflections by offering 2 bonus points. We also logged when students used the PSTutor collecting the time and direction of each step (moving forward or backwards) through each of the scripts.

<table>
<thead>
<tr>
<th>Theme</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Better structure</td>
<td>Student reported being, or being reminded to be, more systematic because of the PSTutor.</td>
</tr>
<tr>
<td>Better awareness</td>
<td>Student reported being more aware of their process.</td>
</tr>
<tr>
<td>Better decomposition</td>
<td>Student reported PSTutor reminding them systematically decompose problems.</td>
</tr>
<tr>
<td>Better planning</td>
<td>Student reported PSTutor helped them plan their solutions.</td>
</tr>
<tr>
<td>Better caution</td>
<td>Student reported the PSTutor reminded them to slow down to prevent errors.</td>
</tr>
<tr>
<td>Process alignment</td>
<td>Student reported that PSTutor’s stages aligned with their current process.</td>
</tr>
<tr>
<td>Process friction</td>
<td>Student reported resistance to following the structured processes modeled by the PSTutor.</td>
</tr>
</tbody>
</table>

Table 7.4: Themes in students’ self-reported impact of the PSTutor scripts on their process and self-regulation.
7.2.4 Results

To begin, we consider evidence of PSTutors impact on students’ self-regulation behaviors. Overall, 18 of the 37 students in the class submitted survey responses with their assignment submissions, for a total of 35 submissions across the 3 assignments (one participant reflected on assignment 2 but not on assignment 4). To analyze the survey reflections, two authors independently and inductively identified themes around how the participants reported the use of the PSTutor affecting their programming process. The authors compared themes and reconciled differences to create a final codebook. Each author then independently coded each response, disagreeing on 5 responses. The disagreements were primarily due to the difficulty in distinguishing between the Awareness and Structure codes. These were discussed and reconciled, reaching 100% agreement. (We adhere to Hammer and Berland’s perspective on qualitative coding [43], which treats the results of our coding effort as organizations of claims about data rather than data in and of themselves.)

Table 7.4 shows the themes that emerged from our analysis. Overall, beliefs about the value of PSTutor to their process were primarily positive, and focused on the impact the behaviors modeled in the scripts had on their own programming processes. For example, one student’s reflection noted a better structure in their process, better awareness about their process, and better planning of their work:

“
I was inspired by the sources that is given to me. I became more aware of what I was doing instead of blindly follow the spec and write the code. I started to plan a little bit before I write any code and I use comments and a function skeleton as a map for my code.
”

Another student appreciated the detailed modeling of planning, which they believed led to better planning:
“I think how it led me to planning my program is great. If I read the spec really carefully once and take notes and make plan, I think I would run into a lot less problems when I test my code.”

Other students mentioned the impact of the PSTutor scripts on better decomposition of their problem, relying on the tutor in the middle of their process to self-correct poor planning:

“

I didn’t think I would need to use the PSTutor, and I started working on the homework without considering it. Then eventually when I got stuck, I checked back and went through the steps to see how it could help me. It reminded me how to structure and piece out my code. It helped me rethink the kind of functions I needed to accomplish what tasks.

“

Some students mentioned that the PSTutor scripts aligned well with their existing process, but helped them better practice caution in their work:

“...the problem solving stages are really practical, because that is basically how I got my homework done... It turns out I would consider this as a repetitive steps where I go from implement, to search, to adapt, test, and start all over again for each function. These help me to reduce errors while programming.

“

Some students resisted the tutor’s modeling of self-regulation indicating process friction, instead using highly iterative approaches:
The problem solving stages from the problem solving tutor does not apply that much to my situation. When I am coding, I usually code as I read the specification instead of stop, write some comments for planning, then move on to coding. Since I check my program frequently enough to spot some errors ahead of time, it is faster for me to just go ahead and code right away instead of spending too much time on reading. I believe the best way to figure out that I actually need help with something is by implementing the actual product, because it is a different story than just reading and understanding the text.

While the self-reported impact on self-regulation suggested largely positive impacts, this did not necessarily correspond to actual changes in students’ self-regulation behaviors, and even if it did, it did not necessarily translate into success on programming assignments. To check for this impact, we analyzed PSTutor usage logs against assignment grades. In total we collected logs from 22 students who used the PSTutor. We counted the number of steps viewed by each student.

<table>
<thead>
<tr>
<th></th>
<th>With PSTutor</th>
<th>W/out PSTutor</th>
<th>U</th>
<th>p</th>
<th>d</th>
</tr>
</thead>
<tbody>
<tr>
<td>A2a</td>
<td>[7,9,10] / 10</td>
<td>[3.5,8,10] / 10</td>
<td>75.5</td>
<td>0.01</td>
<td>0.47</td>
</tr>
<tr>
<td>A2b</td>
<td>[10.5,19,20] / 20</td>
<td>[0,14.5,20] / 20</td>
<td>63.5</td>
<td>0.003</td>
<td>0.56</td>
</tr>
<tr>
<td>A4</td>
<td>[8,19,24] / 25</td>
<td>[0,5,23] / 25</td>
<td>73</td>
<td>0.008</td>
<td>0.49</td>
</tr>
</tbody>
</table>

Table 7.5: For each of the three assignments, the [minimum, median, maximum] scores out of the maximum possible score, split by students who did and did not use the PSTutor, plus Mann-Whitney U statistics, p-values, and Cliff’s delta effect sizes comparing the groups.

Exploratory data analysis of the association between using PSTutor usage and student grades suggested a few trends: 1) students either viewed entire PSTutor scripts for all three assignments or did not view any of them, and 2) there appeared to be an association between viewing the scripts
and higher assignment grades. Therefore, we decided to compare two groups of students: those who had viewed at least one complete script and those who had not viewed any; this distribution was bi-modal, with only one student failing to complete viewing a script (skipping the last half of one script). Table 7.5 shows the distributions of each group for each assignment, and the Mann-Whitney U, p-value, and Cliff’s delta [27] effect sizes for each comparison. On each assignment, students who use the PSTutor scored significantly higher on the assignment than students who did not. Effect sizes suggest a moderately high probability that a student viewing PSTutor content would do better than a student that had not.

7.2.5 Limitations

Our results have several limitations. First and foremost, because we chose a field deployment and not a controlled experiment, our evidence of causality is limited to students’ self-reported changes in their programming process and self-regulation behaviors. There are therefore a number of possible confounds. The students who chose to view the PSTutor scripts might have been the students with strong self-regulation skills, and those might have caused the stronger performance on programming assignments. It is also possible that grades on the assignment were largely explained by other factors such as prior programming knowledge or procrastination, and that these factors were correlated with stronger self-regulation skills. Because we partnered with a busy instructor, we had limited access to measurements of these confounding factors.

While our qualitative data strongly supports an interpretation that the PSTutor did cause behavior change, this is weakened by the fact that not all students submitted the post-assignment reflection surveys. It is possible that had all students submitted the survey, many of the students who performed poorly on the assignments would have reported similar positive sentiments about the PSTutor script’s impact. This would suggest that either other factors were responsible for assignment grades, or that the PSTutor did have an impact, but it was a smaller factor in grades.
7.3 Discussion

PSTutor establishes a new genre of scripted modeling of programming process capable of scaling the instruction of self-regulation in programming. Our evaluation showed that students believed the PSTutor scripts they viewed helped them think about their programming process in many new ways, from simply being more aware of their process and reminding them to slow down, to being more careful with their coding and prompting planning and problem decomposition. Our analysis of the PSTutor usage logs and student grades showed that students who used the PSTutor achieved better grades on the corresponding assignments than those who did not.

Together, these results suggest that scripted modeling of self-regulation in programming, in the context of a programming course, can influence student thinking and self-regulation behaviors. These are potentially transformative results considering prior work in computing education has not demonstrated any meaningful impact on self-regulation at scale, and self-regulation is such a large factor in programming success. However, it is important to reiterate that our evidence of causality is limited. It may be that the PSTutor improved self-regulation and increased assignment scores, but there are other interpretations. For instance, the most likely alternate explanation is that students with strong self-regulation skills tended to use PSTutor, and students without such skills tended not to. Similarly, only 18 of the students submitted reflections on their PSTutor usage; the 4 students who used the PSTutor but did not submit a reflection may have had very negative experiences that went unreported, skewing our perception PSTutor interactions.

While our causal evidence is limited, our results are consistent with predictions of social learning theory: by modeling important self-regulation and programming behaviors students were able to observe and begin to emulate those behaviors. Our study provides some insights into possible causal mechanisms. Based on the student self-reports listed in Table 7.4, it could be that some students simply were not aware of their internal processes and gained better awareness of their processes by using the PSTutor; in essence, they were starting from no self-regulation skills at
all, and the PSTutor scripts helped them acquire some basic skills, to great effect. Alternatively, students may have already been aware of their thought processes but by providing the language to describe various problem solving stages, the PSTutor scripts helped them recognize opportunities to be more systematic and cautious in their work. Another interpretation is that students had self-regulation skills already, and the PSTutor scripts just primed them to use them before working on their assignment.

These different interpretations have different implications for practice. For example, if PSTutor helps by priming, it might be that any prime to self-regulate would work, and that PSTutor scripts are more than is necessary. If PSTutor helps students see opportunities to improve their practices, it is not yet clear what role the content of a script plays in revealing these opportunities. If PSTutor helps students with no self-regulation skills start to develop them, how quickly do its benefits diminish? And if our results were confounded by self-selection bias, would a controlled experiment of the impact of PSTutor scripts still show positive results? Researchers should attempt to replicate and deepen our findings in different contexts, a greater diversity of users, and at a larger scale, to investigate the potential of PSTutor’s approach.

Future work might also consider the potential impacts of improved self-regulation on self-efficacy, mindset, and identity. Stronger self-regulation skills might help learners develop an identity as a programmer, challenging the powerful gendered and racial stereotypes about who can be a programmer [66, 67], and lead to a greater diversity of people participating in computing.

The PSTutor presents an avatar that changes its expression to model being in a particular emotional state. However, little is known about how learners interpret or deal with emotion while programming. Future work should investigate how emotion interacts with the experience of programming, seek to understand the emotions that learners go through while programming, and develop methods to better set the emotional expectations of learners to bolster positive emotions and reduce or avoid negative emotions.
If the PSTutor does provide benefit to students, our results have many implications for educators. Novices are known to have poor self-regulation skills [44]; even our limited results suggest that incorporating PSTutor scripts into programming courses might impact student learning. Educators could allocate resources to writing scripts that align with their curriculum and educational practices. They might consider making self-regulation instruction mandatory, and assess it like other forms of programming knowledge. Educational technology designers might facilitate the development, collection, and sharing of scripted modeling materials making them easily accessible to a vast number of instructors and students.
Chapter 8

CONCLUSION

Computer science education is still a nascent field and, as such, it has only begun to employ knowledge of metacognition and self-regulation from other domains. While computing has long been connected to systematic thinking and cognitive processes, most research on the topic has focused on investigating the effect of training novices in specific metacognitive techniques and strategies or comparing the processes of novices and experts. The few that have attempted to use theories and techniques from domains such as learning science and psychology understandably apply them in the ways that have been validated in those domains. This has resulted in conflicting and surprising results [74, 75] and a dearth of theories that are informed by our knowledge of cognitive work from other domains but also consider the unique contexts that are specific to computing.

The goal of this dissertation is to advance computer science education by developing the domain specific nomenclature to discuss programming process and the mental work programmers engage in, establish a preliminary baseline understanding of novices’ mental work from which to hypothesize, and invent promising pedagogical methods to support the development of metacognitive skills in novice programmers. It succeeded.

The frameworks presented in Chapter 3 provide a common language that allows researchers, practitioners, and learners to think about, reflect on, and communicate about programming process.

The studies of novices explored Novices’ self-regulation in a laboratory setting and in authentic programming situations in Chapters 4 and 5, respectively. With this new understanding of where novices’ mental skills might be lacking new opportunities for how to better support students became clear: Support the development of metacognitive awareness, followed by self-regulation skills.
The pedagogical approaches described in Chapter 6 and 7 offer two approaches to supporting the development of mental skills in novices. Their evaluations demonstrate that each approach has great potential for informing and enhancing the way computer science is taught.

Together, the previous chapters provide evidence to support the thesis statement:

Novice programmers often lack disciplined programming problem solving, however, explicitly teaching and supporting the development of metacognitive and self-regulation skills can improve learners’ problem solving, significantly increase productivity, self-efficacy, and independence, while avoiding growth mindset deterioration.

8.1 Future Work

The work presented in this dissertation is presented as a starting point for future work on the problem solving process for programming. There exists future work items common to all studies in this dissertation addressing concerns of generalizability including, but not limited to, replication of these studies in different contexts and with participants of other ages, levels of academic achievement, socioeconomic statuses, identities, and backgrounds. However, this section focuses on issues that reach beyond generalizability and offer future work to push computer science education into new frontiers.

8.1.1 Moving Beyond a Post-Positivist Paradigm

The work presented in this dissertation takes a primarily post-positivist perspective to provide a baseline set of expectations for future results. The significant results in this dissertation are presented in the aggregate, assuming some generalizability to novice programmers. However, there is also much to be learned from the individual experiences of the learners. Future work should adopt a more interpretivist approach and incorporate interpretivist methods to better elucidate the learners’
individual experiences, identities, contexts, values, and understanding of their programming process to begin building a robust picture of what learning to programming is like, and who is doing it.

8.1.2 Domain Specific Theoretical Frameworks

The problem solving and programming self-regulation frameworks presented in Chapter 3 are the foundations for a set of domain specific frameworks for programming, and expose a wide range of potential future work. Future work should build upon these frameworks both from a programming specific perspective, by identifying and incorporating more of the behaviors programmers engage in, and testing and adapting knowledge about learning and cognitive processes from other domains. As with any form of knowledge, future work should seek to improve the presented frameworks through validation and falsification, adapting existing frameworks or presenting novel ones to better represent our understanding. Future work should also seek to identify if, how well, and why cognitive theories from other domains apply to computing. It is only through this type of inquiry that domain specific cognitive theories will emerge and provide important new research areas in computer science education.

8.1.3 Understanding Novices’ Self-regulation

The deeper our understanding of novices’ mental work, the better future work can hypothesize and investigate how to best support learners in developing critical programming skills. Thus, future work should endeavor to deepen our understanding of the development of novice programmers’ metacognition and self-regulation. While the studies presented in this dissertation leveraged many of the few techniques available to expose novices’ mental work, future work should refine the training and instruments used in our studies to more accurately measure the mental work of novices. Future work should also seek to leverage the findings of awareness clusters and ordering of self-regulation skills detailed in Chapter 5 to investigate when, how, and why novices develop these skills.
8.1.4 Supporting the Development of Metacognitive Problem Solving Skills

The pedagogical approaches detailed in Chapters 6 and 7 are only two examples of how the development of mental skills might be supported. Future work on the Problem Solving Tutor should seek to adapt it to additional programming languages and contexts such as larger multi-file projects. Further development should explore opportunities such as gamification and representation such as allowing personalization of the avatar or allowing user agency through selection of which programming behaviors to explore next. Additionally, further development should investigate the difficulties in authoring content for the PSTutor and similar instructional content for modeling mental behaviors in educational tools and classroom settings. Researchers should use the results presented in this dissertation, and in that of prior work on metacognition in computing, to invent and evaluate additional methods to support students’ mental work. These avenues of future work are likely to find that how problem solving is taught is just as important as teaching it at all.
It is my hope that the research presented in this dissertation and my vision of future work inspires a new generation of researchers and practitioners who can put these ideas into practice, validating, falsifying, adapting, and expanding them to continue advancing the state of computer science education. I also hope that my research stands as proof that, given the appropriate support, anyone who wants to learn programming can, and that it is our job as computer science education researchers and educators to ensure that our combined efforts make this a reality.
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