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Abstract—Design and development of major systems has become an institutionalized, regulated process. Systems, in one form or another, are built to provide input to a decision maker. The decision maker, a major system component, is often neglected in current system design practice. As a result, the systems do not meet pivotal requirements of typical users, and full performance potential is rarely attained when they are deployed into the operational environment. This paper describes a two-phase, decision-oriented process that overcomes many of the system usability problems and unfavorable cost-effectiveness consequences resulting from current design and development processes. The system design and development approach presented combines the use of a unique version of prototyping, a decision-oriented prototype, detailed requirements analysis, strong user involvement and extensive user operational testing throughout design and development. The first phase ends with a user-tested and user-endorsed prototype. This prototype becomes the source of a preliminary system specification that launches the second phase, which includes formal specification development, hardware and software implementation, and predelivery formal usability testing. The intent of this approach is to provide a seamless match between user-centered design and overall system design.

I. INTRODUCTION

Many systems can be defined as being information systems since they, in one form or another, process and provide output (data or information) for a human to use in making a decision. An information system is designed to meet requirements imposed by the organizational and operational environments in which it would be employed. These environments, especially those of a military nature, normally present an overwhelming, diverse and extensive data input that the information system must accommodate. Since a human is an integral part of an information system, what advantage can be made of this plethora of input if it is not constrained or the human computer interface (HCl) not properly designed to conform to human cognitive limitations? One obvious answer is an inability to successfully cope with the input, resulting in unacceptable human and therefore system performance [1]. To alleviate this outcome, humans must depend upon computers for more and different functions than they have in the past. Andriole [2], states that users "would demand analytical solutions to complex problems; they would expect computers to execute data-intensive functions on their own. They would assume that analytical algorithms would help to plan, assess, decide, monitor and allocate, not merely calculate, sort and display." These increased functional requirements place a heavy emphasis on designing a system that reduces both physical and cognitive workloads but still allows the user to maintain a satisfying level of performance.

Designing a system that users will utilize requires that it be attuned to their wants and needs. Conventional development approaches do not communicate to the users, except through documentation, exactly how the system will meet their requirements. An alternative to the conventional approach is to use a prototype as a tool to help the user and developer establish requirements together. The decision-oriented approach to design and development described herein includes the user as a participant throughout the design and development of the system. Moreover, it emphasizes, during the requirements definition phase, the decisions that the user makes. Moreover, this paper presents a two phased approach that integrates the human as a decision maker with software and hardware components to produce a decision-oriented requirements justified system design. It expands on the ideas presented in a paper by Metersky, Ryder and Leonardo [3], by explicitly addressing contextual decision making. The approach postulated and issues raised with regard to current practice are based on experience gained in applying the decision-oriented system design approach to several design efforts; one of which is described below.

The remainder of this paper is organized as follows. An example of a fielded prototype in which the decision-oriented approach was employed is presented first, followed by a discussion of the role the users and their operating environment should play in system design. The second section discusses current prototyping approaches and their limitations in producing a system that incorporates the human as an integral component. The next section describes the decision-oriented system design approach proposed as an alternate to current approaches. The paper concludes by addressing why the author considers the proposed approach to be a better way to design systems.

A. A Fielded Prototype

In February, 1989, a multi-disciplinary system design and development team, comprised of both military and civilian personnel (including the author), visited a fleet unit to obtain requirements for the design and development of a decision support system (DSS, and in the context of this paper considered mission critical software). Team personnel had previously developed instruments for use in gathering data by both questionnaire and interview. Since they had the support of
the officer-in-charge (OIC), the military personnel interviewed were very cooperative and provided substantial input. There are designers who feel that users do not know what they need. That goes against the author’s many years of experience in obtaining input from the user community, specifying what their requirements are, for both current and future systems.

The development team stayed for a period of time sufficient to both collect and analyze the data and allow the OIC and his staff to review the findings. This initial set of DSS requirements was later translated into functional requirements and published for review by several related fleet units in order to obtain inputs from a broad spectrum of operational environments. The revised functional requirements became the foundation upon which the DSS system was designed. However, it was realized that the functional requirements obtained from the user community were only a starting point. What had been provided was based on perceived needs as viewed from the perspective of their interaction with the operational environment. Additional requirements that defined how the user best interacts with the DSS within an organizational context was lacking. This data was obtained by conducting an organizational analysis that concentrated on studying how and with whom the DSS users interact and communicate, both inter and intraorganizationally.

In a decision-oriented system design, it is necessary to delve deeply into the relationship among the system architecture, HCI, information format and type of presentation. A relatively low cost and quick reaction approach was used to determine these requirements, i.e., a strawman DSS storyboard [4]. The storyboard was developed on a PC compatible with the computer system available at the operational sites. The first build, which had 40,000 lines of code, was completed in six months. The DSS storyboard was demonstrated at the sites and inputs obtained guided the development team in the decision-oriented aspects of the system design.

After completing the first build of the DSS, it was delivered to one of the operational units that would act as a Beta test site. A three man team installed the DSS and trained the operational personnel in its use. A User’s Document was written, but because of the simplicity of the DSS design, it was not extensively referred to. The OIC started to use the system before receiving any training. During the on-site period and the ensuing weeks, modifications and additions to the existing functional capability were suggested by both operational personnel and the installation team members. There were a total of 48 changes recommended. During the following of months, these changes were incorporated into the DSS and issued as Build 1.1. Another installation visit was made to the Beta test site. The new Build, as did its predecessor, performed well and was favorably received.

B. Discussion

It should be apparent that for a system to reach its full performance potential, particular consideration must be given to the demands and expectations of its user community. Even though a system is technologically state-of-the-art, it must be responsive to the user’s needs and easy to operate or it may not be utilized. To avoid this type of occurrence, it is important that the developer understand both the user communities’ requirements as well as the system’s context, i.e., the physical, organizational, operational and decision making environments. The best way to assure complete understanding of the system’s context is to include the user as an integral part of the system development team. In a paper on user acceptance by Rouse and Morris [5], they state that, “Obviously, a key element of this approach, on how to improve user acceptance, (author italics) is a high level of user involvement in the front-end analysis, automation decisions, and implementation process.” This means that the user should be involved throughout the entire design and development effort, not just as a source of initial requirements. In addition, the user can also provide the necessary input to help define and provide insight related to the subtle characteristics of the context in which the system will be utilized and decision making performed.

There are several extensive body of literature on system design published by DoD agencies, non profit government funded organizations, commercial companies, and in technical journals. In spite of this, and the accepted and widely practiced systematic approach to system design, there are still, unfortunately, many examples of inferior products. They often have huge cost and schedule overruns, unacceptable performance and inadequate operability. Many of these products fall into the realm of information systems.

One category of information system that has been receiving great attention in recent years is decision support systems, both commercial and military. Military information systems differ from commercial ones in several respects because of the cost of the decision. In a military setting, decisions made using a DSS can have life and death consequences. Satisficing decisions may be acceptable, but erroneous or subsatisficing ones are not. Design factors that differentiate a commercial from a military environment have a large impact on system design. Factors, though not unique to the military environment, that differentiate the two environments by intensity and rigidity and that affect design include:

- Level of stress
- Decision time pressure
- Decision context
- Fatigue and boredom
- Work environment
- Organizational environment
- Nonwork environment, and
- Cost of the decision.

Designing a DSS for use in a military environment requires that special consideration be given to the decision context. The context in which the operator’s decision making is taking place, which in a military environment is very critical to obtaining acceptable performance, does not receive the attention that its contribution to system effectiveness dictates. Screen design to optimize the communication interface between the machine and the man is not the only contextual element of concern. This subject has been extensively discussed in the literature [6]–[8]. It is the architecture of the decision making process that appears to be inadequately integrated into current
system design practice. An architecture that accounts for both the decision task structure and the operator in the environment in which the decision occurs has the potential for enhancing the operator’s decision making performance. Michael A. Fineberg [9] states, “What is still lacking is a deeper appreciation of the interaction between the internal capacity of the human operator and the external demands placed on him by the task at hand and the stakes of the game.” Both the task and the “stakes of the game” have contextual implications that must be considered during the design process.

II. SYSTEM DESIGN APPROACHES

Life cycle models of software system design were developed to support the development of large, complex software programs. Current system design approaches are dominated by variants of the Boehm “waterfall model” [10], Fig. 1, originally introduced by Royce [11]. It is characterized by a logical progression of phases with validation and feedback inherent in each phase. This model is the one most widely used and forms the basis for DoD-STD-2167A and other standards. Another model, an outgrowth of the waterfall model, also developed by Boehm et al. [12], is the “spiral model,” shown in Fig. 2. However, these approaches fall short in providing the user with a comprehensive system design. Each of these system design models lack at least one of the following considerations:

• Establishing requirements based on the decision making needs of the user. The difference between user and client (the organization paying for the effort) must be understood
• Studying the organization, the user’s working environment, to understand its impact on requirements, especially as it may impact decision making
• Initiating an iterative prototyping approach to ensure all requirements have been included and the design, especially the human computer interface (HCI), is acceptable to the user
• Including the user in all aspects of the development process, including evaluation of each prototype increment and laboratory HCI experiments;
• Writing minimal documentation until after the tested prototype has been completed; Developing software and hardware requirements specifications based on the user tested system prototype;
• Implementing the system design employing as much prototype software as possible
• Testing the system against both the software requirements specification and the system prototype.

The full needs of the user are often not fully understood, even though a requirements analysis is performed, until after the system has been fielded and software change requests are initiated. Part of the problem is 1) the need for continuing the requirements analysis throughout the design phase is not considered, 2) current system design life cycle models frequently do not include the decision maker (the user) as an element of the system, nor 3) do they give serious thought to the impact of the decision process on user requirements. The models specify system requirements studies but often the results do not include full consideration of the end user’s needs. Some of the models, by their design, create the tendency to freeze requirements too early in the design process.

Many components make up a DSS, but what is most important to the user is how the information is presented, rather than algorithms, software architecture, programming language, etc. These are all transparent. The user’s understanding of how functional the system will be is reflected in the HCI. The designers often develop interface displays without consulting either the user or human factors specialists. This occurs because the system design team often views itself as a fount of knowledge and ignores the knowledge and experience of the user community. There is often an evident mismatch between the users’ and designers’ perception of the operating problem, or a failure on the part of the designer to recognize certain constraints faced by users in the operating environment that affect the system design’s operational utility. It is not appropriate to wait until the testing phase of system development. Laboratory testing, whose prime objective is software verification, does not provide a complete understanding of all factors that influence valid HCI design. To adequately determine if the interface will be easily understood and properly formatted, it is necessary that the system be exercised by the users in their operational environment. However, HCI design is not the only concern. There are other interfaces that must be taken into account. How to best transform algorithmic output to information that is effectively applied by the decision maker requires more than just good HCI. The organizational environment, a major element of the decision process, should also be considered an integral part of the requirements process. Interfaces, both personal and organizational, communication procedures, organizational structure, level of stress and physical surroundings all contribute to effective decision making and therefore impact system design.
Incomplete requirements can have a profound impact on system cost as well as effectiveness. In determining where the major source of a system's problems originate, Boar [13] states that 60-80% come from inaccurate specification of requirements. This can be virtually eliminated if the user is the source of the requirements. Gomaa et al. [14] found that

"The changes made to the Requirements Specification, as a result of user feedback obtained through using the prototype, were of relatively low cost and would have been considerably more expensive to make had they been left to later in the software life cycle."

Another problem that often results in higher costs and confounds system design, especially in the requirements development phase, is the lack of understanding by the clients that they are not the users. This is especially true in DoD. The clients are often military officers who have had previous operational experience and feel highly qualified to impose their feelings vis-a-vis system design issues. What should be realized is that the system is being designed to service the user community, not any one individual. The system design must satisfy the user not the client or the design team.

As described by Davis et al. [15], evolutionary prototyping provides incremental builds for the primary purpose of ensuring that a complete set of requirements is established. Using this approach even when a detailed requirements analysis has been performed provides other benefits. The user has the opportunity to evaluate each build in the operational environment from several perspectives: 1) exercising the software to detect errors, 2) commenting on the HCL, 3) evaluating how the build "fits" within the organizational environment, and 4) one often not realized, helping in the transition process. In addition, at the completion of the prototyping phase, a system exists that can be used operationally, and forms the basis for formal system specification.

The knowledge that the users possess of the operational environment, tasks to be accomplished and decisions for which they are responsible can be applied to areas of the design process other than requirements specification. These areas are: 1) system architecture, 2) build evaluation in terms of requirements, 3) usability, 4) code error determination, 5) HCI evaluation and 6) HCI experiment participation.

One of the reasons that development costs spiral is the necessity for modifications to the system discovered late in the development cycle. A major part of these costs result from having to change all the documentation. If, during the prototyping, only minimal documentation is performed, e.g., user's manuals, software architecture design and algorithms, large
savings will accrue. Only after the prototyping is complete should formal documentation be performed.

Conventional life cycle models portray hardware and software developments performed in parallel, as shown in Fig. 3 of the Defense Department’s Standard Life Cycle. Software requirements should drive hardware requirements. One reason for this is that unique characteristics of the software may not be determined until late in the development. For example, timing studies may indicate that in order to be operationally useful in a real time environment requires the use of parallel processing capability. This may not have been considered. If the software requirements are not used to specify hardware requirements, the result could be incompatibility. If the hardware as well as the software specifications were to be based on the user tested prototype, this would not occur.

When the prototype system is implemented (i.e., it undergoes formal documentation and coding), the code will be optimized to minimize run time and storage requirements. It is important to consider the prototype system code. Both schedule time and cost savings may result by using large portions of the prototype system code in implementing the final system design.

Normally, the software system is tested against the software requirements specification (SRS) to ensure compliance. These tests only determine that the system is functionally complete as defined in the specification. It does not test whether the system provides the users with the complete capability they need, i.e., whether the SRS represents the full spectrum of user requirements. By testing against the user tested prototype system, this objective can be accomplished. Using the prototype as a basis for testing the SRS provides another way of reducing potential cost increases that can result by having to make changes late in the development cycle.

III. DECISION ORIENTED SYSTEM DESIGN

The system design and development approach proposed by the author is illustrated in Fig. 4. It is divided into two major phases, each with a different objective. The Prototyping Development Phase’s objective is to define, design and build a preliminary system; the Implementation Phase’s objective is to provide a formal set of software and detailed documentation in preparation for operational test and evaluation, a precursor to formal system acceptance. It is the addition of a multi-attribute prototyping phase and the impact that it has on the implementation phase that differentiates this approach from those that are employed currently.
A. Prototyping Phase

The prototyping phase is distinguished by several characteristics:

- Heavy emphasis on defining what the system should be capable of doing, i.e., requirements analysis
- Involving the user community in the system design and development effort
- Determining the user’s decision making environment and integrating this information into the system design
- Issuing incremental builds to the user community for evaluation during development
- Completing the prototyping development phase with a functionally complete and operationally tested preliminary system.

Although at the completion of the prototyping phase the system is ready to use, it is not ready to be officially accepted. The code may be highly annotated, and therefore not necessarily efficient, and the documentation not written in compliance with accepted standards. Formal preparation for deployment is accomplished during the implementation phase. This includes code optimization, complete system documentation and formal evaluation. The implementation phase is conducted in a manner similar to the process described in Military Standard 2167A [16]. Fig. 5 shows a modified 2167A process that more logically integrates with the prototyping phase. A major change has the preliminary design impacting both the software and hardware designs. Usual 2167A developments have the software and hardware designed in parallel. Moreover, in many system developments the hardware is specified prior to the initiation of software development. Both these approaches that impose constraints on proper system design that are inherently fraught with the potential of cost and time overruns. These overruns occur because the realization of a possible mismatch between hardware and software may not be discovered until late in the development cycle. Andriole [2] comments on 2167A:

“Return for a moment to the 2167A life cycle. Note that hardware requirements analysis, design, and development proceed simultaneously with software requirements analysis, design and development. This small assumption about optimal systems design and development represents the institutionalization of a major constraint we face all the time: the prespecification of hardware. In practice we are usually told what the hardware configuration will look like before we even talk to the first user. We are seldom able to negotiate this constraint; it is almost always immovable. It is also ludicrous.”
The proposed approach produces a completed system, although only a prototype, on which to base a hardware architecture, thereby greatly reducing development uncertainty.

The implementation phase is completed relatively quickly and cheaply because the system exists and can be referred to for both documentation and coding. In addition, testing is performed against an actual system, not just a written specification. This, as well as other aspects of the proposed design and development approach, can overcome costly and time consuming changes that have become an inherent part of most developments. One major reason for the cost savings accrues as a result of the detailed requirements analysis, whose output forms the basis for the system design. Fig. 6 [17] shows the relative cost to correct an error as a function of where in the design and development cycle it is discovered. It very clearly indicates the cost benefits of a thorough requirements analysis.

The prototyping development phase, shown in Fig. 4, has three major parts, i.e., requirements analysis, system architecture design and cyclic development and evaluation.

B. Requirements Analysis

The first, and most important part of the prototyping phase, is the requirements analysis. Requirements analysis usually starts with a detailed statement of the requirements the system must satisfy. However, all the information needed to define a decision-oriented system design is not always available in official requirement's documents. Frequently, the users input to system requirements is not solicited. Andriole [2] states, "Systems analysts see users as the indirect source of software requirements. Nearly all texts on requirements start with software requirements; user requirements are treated as "givens." ... It is much easier for systems analysts to assume user requirements from a limited data base (and then begin to specify a computer program), than to work closely with users over some period of time."

Rather than this inadequate approach, a multidisciplinary systems analysis team, including at least one behavioral scientist, should obtain input on requirements from the user community by conducting comprehensive surveys and interviews. Emphasis is, of course, placed on obtaining inputs from
the user community directly involved in the system being developed. However, it is important that related system(s) and organization(s) be considered since the system being developed either services or interfaces with them. The data collected is analyzed from several perspectives and a high level functional requirements document is prepared and returned to the user for comment. After the requirements are finalized, a high level functional architecture is developed. This document forms the basis for the first build of the prototype.

Decision support systems, like other types of information systems, operate within the structure of an organization. An organization can be generically defined as a systematic arrangement of physical entities, both human and hardware, whose aim is to accomplish some objective or related set of objectives. It is important to realize that organizations exist within the boundary of a larger more encompassing environment. To fully understand an organization, both its environment and boundary must be completely defined and their effect on organizational effectiveness understood. Organizational effectiveness in many systems becomes the major factor impacting system performance, and consequently, operational performance.

To determine the influence of organizational factors on operational performance, analyses not normally a part of the system design process are required. These analyses use techniques from the psychological sciences and concentrate on factors that relate to the decision process. Fig. 7 indicates the task-source relationship for analyses that are conducted for a decision-oriented system design. This figure is intended to indicate the impact that consideration of the organization should have on system design, especially when viewed from a decision perspective. Integral to these tasks are identification and/or evaluation, at a minimum, of the following:

- Organizational decision processes and their impact on operational performance
- Decision-making responsibility assignments to components of the system
- Relationships among organizations and groups within an organization
- Informal and formal interpersonal and inter/intragroup communication links
- Need and/or availability of decision support
- Compatibility of the organization’s structure with the environment in which it must operate

The organizational analysis that addresses these and other considerations is decision oriented, i.e., emphasis is placed on those factors that influence the design of a decision support system.

By far, the most important aspect of any system development is specifying a complete set of functional requirements. Requirements are the foundation upon which a system is built. The proposed approach includes an extensive requirements analysis in which the user community plays a central and active role. Functional requirements are usually considered to be sufficient in terms of defining a system. However, they are only one aspect of system requirements. It is also important to the user how functions are implemented, integrated and interfaced. This aspect of system requirements is addressed in two ways. First, data obtained from the user during the requirements phase is analyzed in order to determine how it may impact design of a decision-oriented software architecture. Second, a strategy of incremental builds are employed that play an important role in the development effort. They are issued to the user for evaluation and the input received is utilized to modify the system design on a build by build basis.
A strawman, or baseline, "system" depicting a set of displays and an architectural framework is established from an initial set of requirements conceived by the development team. An important requisite of this approach is, of course, that personnel on the team be familiar with the user's operational environment. Through use of a portable computer, it is possible to generate, at the user's installation, variations to the baseline interactively with the user. These displays and architecture are implemented in a "storyboard." A "storyboard" is a computerized representation of the display sequence that can be shown to operate within a specific architectural context. It facilitates efficient and effective exchange between the system designer and the user. Andriole [4] suggests that, "great cost-effectiveness can be gained from developing working models of interactive systems before any programming commitments are made." The strawman storyboard serves several purposes. In addition to aiding in requirements validation and system sizing, it: 1) acts as a catalyst in soliciting requirements, 2) allows the design team to elicit responses relative to display formats and information content, 3) helps to determine the functional flow of the system and 4) simulates the decision process' contextual architecture. Additional data concerning 1)-4) is obtained from the data collection techniques previously mentioned.

C. System Architecture

The system architecture design is predicated on the need to present information the operator requires to make decisions and provide the necessary decision context environment. The elements involved in performing a decision-oriented design are shown in Fig. 8. As in any design effort, it begins by defining what has to be accomplished, in this case the decision set. The decision set is a collection of functions, previously defined, that comprise a major decision task, e.g., threat assessment, cued search, uncued search, etc. The command and organizational structures, the operational environment, and the immediate decision environment are also an integral part of the context that determines how well a decision is made. This context is also defined so that issues related to its impact on system design can be considered. There are several attributes a decision support system demonstrates that relate to the context in which it is used. These are extracted from Adelman [18].

- Compatible with the user in terms of technical background and training
- Consistent with the operational environment
- Aids not only in decision making but also in efficient task accomplishment, and
- Compatible with organizational procedures.

These attributes, among others, are important when considering the impact of the decision context on DSS design.

To reduce the cognitive load of the user, the sequence of functions that make up a decision set must be defined to make reaching a decision almost transparent to the user. This process is a major component of the decision context. Decision-oriented information presentation, properly formatted, reduces the cognitive processing load of the operator by providing only information pertaining to the decision being addressed, thus allowing him/her to concentrate on the problem under consideration. Providing the operator with a well designed decision environment also improves operator efficiency, as well as performance, by assisting with the determination of how to best accomplish the decision making task. Different subsets of decision functions are associated with decision tasks that the operator is required to perform, e.g., situation assessment, planning, etc. The operator does not have to think about which functions are associated with which task. The system is designed to provide the operator with the decision process flow for each task. Predefining the decision process flow helps to overcome problems caused by the decision context environment.

The system architecture includes, in addition to the DSS, all operational and application software not directly related to the DSS, communication and digital interfaces with other systems that supply data and/or information, and all system hardware. The definition and design of these subsystems is based on the need to support the decision making function of the system. For example, data requirements derive from the requirement to produce information for decision making. The question that drives data requirements is, "what data is needed to produce the aforementioned information?" Organizational interfaces are established to allow data and information to flow into (and out of) the system or provide a means to implement a decision. How best to establish these interfaces impact communication network and hardware requirements and computer net specification.

When completed, the system architecture design is reviewed with the user community to verify that it not only meets their requirements but is also compatible with the physical, organizational, operational and decision environments in which it must function. This includes ensuring that user inputs are obtained that relate to the decision environment, since it is not a standard consideration.

D. Human Processor Considerations

Decision support is provided to individuals primarily to reduce the amount of input that they are required to process. The product of a decision support system development is an information system that essentially absorbs large amounts of data and outputs limited decision specific information. In essence, decision support systems perform specialized data fusion. In a military environment that is characterized by high stress and short time pressures, the individual, if faced with excessive input, finds a means to reduce cognitive load. This is usually accomplished by utilizing cognitive biases. Sage [19] lists 27 different forms of biases. In general, when confronted with excess data, humans resort to heuristics that simplify the problem and reduce the amount of input that must be processed, with the result sometimes being an erroneous and ineffective decision [20]. To reduce the effect of cognitive biases, consideration is given to the information that is presented to the decision makers and how it is presented and how they are allowed to interact with the system. Thoughtful attention is given to reducing cognitive load and minimizing the impact of cognitive biases that are operant even when
cognitive overload does not occur. Fig. 9 shows a partial list of the factors that effect cognitive biases. Many are a function of the individual decision makers and the environments in which they operate. Alleviating cognitive bias effects that result from these factors is another reason that the decision context is an important concern in establishing the system architecture.

It is important that the designer investigate the implications of the system's functions with regard to decision making. The question is asked, "What decisions must the operator make to accomplish these functional tasks, how are they implemented to ensure compatibility with the limitations of the human processor and what is the impact on system architecture and design." Since a major influence on human decision making is cognitive biases, consideration of de-biasing techniques [20] during system design is absolutely necessary in order to attain good decision performance.

Cognitive biases are only part of the undesirable cognitive/psychological factors that a human has that undermines system effectiveness. Two cognitive factors worth noting is that humans have limited working memory [21] and are not proficient at doing complex numerical calculations unaided. Furthermore, in evaluating alternatives, they have difficulty integrating input from multiple sources [22] and usually do not contemplate more than three hypotheses simultaneously [23].

Of equal importance are psychological factors, e.g., once individuals have formulated hypotheses, i.e., made up their minds, disconfirming input is both ignored and not sought. Additionally, humans are strongly influenced by authority figures, and may ignore disconfirming input because it contradicts the input provided by the authority figure. This is especially true in a military environment. The human, the system's element least considered in system design, presents the most challenging design problem and the single greatest determinent of system architecture.

E. Cyclic Development and Evaluation

A prototype system is developed based on the high level system architecture using an incremental build approach. Each build is designed to include a set of functions that add, at a minimum, new functional capability to ensure that the user wants to employ it operationally. It is very important that the users feel that what is being delivered for test and evaluation is either easier to operate and/or makes them more effective than the present system. The users evaluate each build in the operational environment and provides the development team with input as to its usability, operability, performance and effectiveness in performing its functions.
In this proposed approach to system design and development, informal documentation is accomplished after each build has been operationally tested by the user. By waiting until the user is satisfied with the design, there is a high likelihood that the need for system software and documentation changes is greatly reduced. In addition, the continuous build by build testing by the operational user increases code stability, operability, and the likelihood of complete functionality.

The major benefits that derive from employing the modified prototyping approach, shown in Fig. 4, is a system that 1) has been tested in the operational environment, 2) fully meets the user’s requirements, 3) has a stable set of code, 4) provides a system that is usable operationally prior to software finalization and 5) provides a preliminary design specification that forms the basis for formal documentation (e.g., SRS, SIRD, PDS, IDS, etc.) and code optimization. In this approach, the client has the option of informally introducing the prototype to the user community concurrently with the initiation of formal system engineering efforts.

F. Implementation Phase

The implementation phase starts with documenting the preliminary system design that is the product of the prototype phase. At a minimum, software requirements specification (SRS) and interface design specification (IDS) are written and provided to the contractor for development of the software. Since the software architecture is hierarchically modular, a significant number of the prototype software modules can be used when the system is implemented. During the prototyping phase, in developing the initial build, optimum software techniques would be employed. However, when changes or additions are made to the build based on testing and evaluation, it may not be possible, because of time constraints, to maintain the same level of programming efficiency. In addition, the requirement that software must be easily maintainable may not be a prime consideration during the prototyping phase. However, it is estimated that at least 50% of the code developed during the prototyping phase is useable in the implementation phase. The system software documentation is based on the prototype specification, since the system architecture and design is determined in the course of prototype development.

Since the software system architecture is based on a modular design, laboratory testing is accomplished in a similar manner. Each module is individually tested from four perspectives. One, is it designed to accept the inputs it needs to accomplish its function, two, does the function perform the task it is designed to do and meet a specified requirement, three, does it provide the required outputs and four does it produce realistically meaningful output. Each function is tested hierarchically, i.e., individual modules, or groups of modules making up a subfunction (or lower level function), all the way up to the function and groups of functions. The last group of functions tested is, of course, the entire system.

The final system design, developed based on the SRS, is first tested against both the SRS and the prototype system in a laboratory environment. In current practice, the system is only tested against the SRS making it difficult to determine whether 1) it is operationally useful, 2) it fully meets user requirements and 3) the algorithms produce answers that are operationally realistic or meaningful. After passing laboratory testing, the system is sent to operational sites for Beta testing. After successfully completing Beta testing, the DSS is ready for formal testing and evaluation. It is anticipated that after the exhaustive testing and evaluation performed of the DSS by operational units, it will successfully pass this final test prior to release.

The implementation phase provides the formal software engineering that is necessary to ensure optimized code and the documentation required to understand and upgrade or amend the system. Because this phase employs the final prototype design as the basis for specification and testing, there is less likelihood of redesign, added functionality being required and rewriting of documentation. This adds up to large savings in design and development costs.

G. System Design Evaluation

An incremental build approach allows the user to test and evaluate each build and to provide real time feedback to the development team. This approach is the basis for providing 1) requirements that weren’t obvious during the requirements analysis, 2) discovery of software bugs and 3) a useable prototype. Each build, with its associated user’s manual, is hand delivered to the test site for installation and training. Members of the development team spend a period of time with the user community, enabling them to obtain immediate feedback on the build's performance. A form is left with user personnel to record any changes, additions or amendments they desire made to the build. This facilitates build improvements being incorporated into the ongoing build development.

In addition to the on-site testing and evaluation performed, user personnel are asked to participate in laboratory experiments. The primary emphasis of these man-in-the-loop experiments are twofold. The first is to determine the most effective information display formats and content in terms of operator understanding and acceptance. The object of this design effort is to minimize the operator’s cognitive processing
load by maximizing information content and decision applicability of what is being presented. The user is primarily interested in obtaining useful information and takes for granted that what drives the screens is correct. The second objective is to assist in the design of the decision context architecture. Ensuring that the software is performing as specified, or verification, is relatively straightforward when compared to evaluating if a DSS improves decision effectiveness, the overall measure of interest.

To test the decision making context to determine how well it meets the demands of these attributes, requires the use of both qualitative and quantitative test procedures that involve analytical or empirical techniques. Sage [25] outlines a methodological framework and provides a set of criteria for evaluating decision support systems. These criteria fall into three categories: 1) algorithmic effectiveness of performance objective achievement, 2) behavioral or human factors and 3) efficacy evaluation. Rouse [26] describes three types of issues that should be addressed, 1) compatibility (with human cognitive capability), 2) understandability (in terms of what is being communicated) and 3) effectiveness (achieving design objectives). These evaluation approaches emphasize both the decision makers and the environments in which they perform decision functions. Although it is preferable to perform DSS evaluation from the perspective of the decision maker in a laboratory setting, it is also necessary to perform evaluations at the Beta test site. Both methods referenced above include in their considerations the impact of the environment in which the DSS is employed. This can best be accomplished in a real world environment.

Each time a build is delivered for user evaluation and testing, it includes all the changes made to previous builds based on laboratory and user testing results. Use of this cyclic test and evaluation procedure guarantees that each build gets reviewed many times. Software coding errors, functional discrepancies and unacceptable human computer interface (HCI) that previously may not have been detected have a high likelihood of eventually being discovered.

IV. Why Is It Better?

Most software systems are developed to provide information for decision making. Yet when the various software development paradigms, both prototyping and life cycle models, are examined, there is no attention given to the decision making process. The conventional model and its descendants reflect an emphasis on the software engineer and the prototyping paradigms are most effective in ensuring that requirements reflect the user’s needs. There is a real necessity for a paradigm that expands the breadth of the presently employed paradigms. The importance of the decision process, the user’s participation throughout the design and development, design and development time and costs cannot be over estimated. The latter two directly influence whether a system might be funded and the former determines how useful the product will be. Fig. 10 shows the three paradigms. The bottom two were obtained from Agresti [27]. In a paper by Jones [28], he states, “The waterfall (or conventional) model relies on the domain knowledge of individuals (doing the design) combined with their interpretation (author italics) of the perceived customer needs as a basis for specification of each software component. In a situation where the product is new or the customer is unsure of the requirements, or even both, the waterfall model becomes inappropriate.”

The decision-oriented approach to system design and development, because of its strong reliance on user input from requirements through introduction, does not suffer from the aforementioned shortcoming of the conventional model. Obtaining user requirements, although heavily emphasized at the initiation of the design, continues throughout the design phase. There are several other characteristics of the proposed approach that differentiate it from the conventional and other life cycle models.

- Initial build software architecture and human computer interface (HCI) is based on results of the requirements analysis
- The prototype consists of multiple builds, where each provides an operationally useful set of additional functions. Lessons learned, including new requirements, from each prototype iteration tested by the user, are integrated into the next build
- Formal HCI laboratory experiments are conducted as part of the design process. Subjects are obtained from the user community
- The final prototype build provides the input for the implementation phase for writing the software requirements specification, the hardware requirements specification and for testing the system after implementation has been completed and
- Detailed documentation is not prepared during the prototype phase.

In essence, the prototyping approach described combines the best features of the five prototype classes defined by Law [29]. These were summarized by Jones [28] as follows

- “Exploratory prototypes provide the early focus for discussion during requirements elicitation and verification phases
- Experimental prototypes provide the platform on which to evaluate the proposed software design
- Evolutionary prototypes are concerned with the gradual adaption of operational systems to cater for newly identified or changing requirements, …
- Performance prototypes are concerned with confirmation that the system will meet its stated requirements …
- Organizational prototypes are concerned with exercising the system in the end user environment…”

None of these approaches alone is sufficient to ensure a design that is functionally complete in terms of user requirements. Nor do they specifically consider the decision making aspects of the system. If you will, use of the decision-oriented prototype (DOP), which combines features of all the above, ensures that the system is designed to meet the needs of the
user. The most important result of employing the DOP and the decision-oriented design and development approach is greater assurance of user acceptance.

V. SUMMARY

The use of current system design and development approaches often lead to cost and schedule overruns. Even worse, they have often led to systems being fielded that either didn't meet user functional requirements or were difficult to use, or both. The proposed system design and development approach combines the use of a unique version of prototyping, a decision-oriented prototype, a strong user involvement throughout design and development, a detailed requirements analysis and extensive user testing. A major factor that the proposed approach considers is the decision process and its impact on the decision maker. Any system is built to provide,
in one form or another, input to a decision maker. Yet this design element is neglected in current system design practice. Not only should humans be considered an integral part of a system, but the role they play as decision makers is basic to achieving high performance. The decision-oriented approach to system design and development proposed herein should help to provide usable and effective systems that emphasize the importance of the decision maker as a major element of the system.
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