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the push for presenting abstract CS 
concepts in the context of familiar real-
world applications.

Relating abstract principles to real-
world experience has become increas-
ingly prominent in mathematics and 
general science education. For exam-
ple, the Calculus Reform movement of 
the 1990s included both pedagogical 
changes and foci on real-world prob-
lems, while the Carl Wieman Science 
Education Initiative at the University 
of British Columbia has redesigned its 
freshmen introductory physics course 
such that:a

“As much as possible, the standard 
introductory physics material will be 
presented in connection with real-world 
situations and issues such as home 
heating, transportation, and electricity 
generation.”

In the CS education arena, the Media 
Computation of Georgia Tech18 is an 
excellent example where foundational 
programming concepts are presented in 
the context of popular digital multime-
dia applications. This contextualization 
of computing education18 is an ongoing 
effort and interactive computer video 
games, being one of the most familiar 
application areas for our students, is a 
context favored by many CS educators.

This article presents the USC Game-
Pipe Laboratory effort where the entire 
CS curriculum is redesigned in the con-
text of game development (Please refer 
to the USC GamePipe Laboratory effort 
by Michael Zyda on page 66 where the 
CS curriculum is designed in the con-
text of game development). This article 
examines the ongoing efforts to inte-
grate computer video games in existing 
traditional CS courses. The discussion 
is divided into introductory program-
ming courses and elective CS courses, 
and concludes with guidelines for con-
sidering integrating computer game 
content into existing CS classes.

Games and CS Classes
There are many types of games that 

a	 http://www.cwsei.ubc.ca/departments/physics-
astro courses.htm (Nov. 2007 update).

S i n c e  c o m p u t i n g  i s  the foundation of modern 
society, a proficient computing work force is essential 
for maintaining the country’s leadership and 
competitiveness in the global economy. The recent 
decline in enrollments across computer science (CS) 
departments and the decrease in student diversity 
pose significant challenges to the continuation of 
the nation’s prominent position in the global high-
technology arena. The CS education community 
responded to this challenge with a general critical 
self-reexamination where the entire traditional 
CS education system is being evaluated, from the 
outreach to K–12 education, to the fundamental 
philosophies behind the curriculum design. One of 
the emerging results from these developments is 
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are suitable for teaching CS subjects 
including many noncomputer games 
or games that are based on dedicated 
devices (for example, Lego robots). Our 
focus is on interactive graphical com-
puter games. It is important to recog-
nize that in the CS education arena the 
term “computer game” is often used to 
refer to the attempts at, and the results 
of, effective and meaningful integra-
tion of animated graphical visualization 
and various degrees of interactivity. Be-
cause of the unknown entertainment 
value, strictly speaking, much of these 
are interesting and innovative teaching 
materials and are not computer games 
in a commercial sense.

As discussed in Sung et al.,33 when 
examining recent efforts in integrating 
computer games into CS classes, we 
observe three general categories.

Game development classes.1.	  These 
are entire curricula,7,40 individual 
classes,4,6,14,31,39 or capstone projects2,29 

designed specifically to develop new 
games as an end product. The educa-
tion committee of the main profession-
al organization for the games industry, 
The International Game Developer As-
sociation (IGDA), has proposed a com-
prehensive curriculum framework 
conveying the industry’s articulated 
desires for well-trained college gradu-
ates seeking jobs in the game industry. 
When evaluated against the IGDA cur-
riculum framework, we see that these 
classes cover all the major core topic 
areas. Students in these classes must 
be concerned with all aspects of pro-
ducing a real game including enter-
tainment value, visual quality, audio 
effects, physics simulations, and real-
time performance.

Game programming classes. 2.	
These are classes (for example, Kuff-
ner’s CMU course37) designed specifi-
cally to study technical aspects and is-
sues involved in building games. For 
example, topics covered may include 
event loops, path planning algorithms, 
and terrain representation. These 
classes typically do not require building 
an end product and the topics covered 
are general and usually are applicable 
to different domains. These classes 
concentrate on covering the game pro-
gramming topic area in the IGDA cur-
riculum framework.

Game development client3.	 . These 
are existing CS classes that creatively in-V
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effort required by faculty, existing work 
done in this area can be classified into 
three broad approaches:

Little or no game programming.9,17 In 
these courses students learn by playing 
custom games but they do not actually 
program the games. 

Per-assignment game develop-
ment.3,21,32,33,38 All these classes devel-
oped games as part of individual pro-
gramming assignments. In each case, 
isolated games are designed around 
technical topics being studied. 

Extensive game development. For ex-
ample, faculty must design program-
ming assignments based on custom 
library,39 general game engines,4 dedi-
cated game engines,25 specialized pro-
gramming environments,22 custom 
object-oriented class hierarchies,25 spe-
cific curricula,23 or new programming 
languages.11

Much of this work reported re-
sounding successes with drastically in-
creased enrollments and student suc-
cesses.3,11,23 Based on these results, it is 
well recognized that integrating com-
puter gaming into CS1 and CS2 (CS1/2) 
courses, the first programming courses 
students encounter, is a promising 
strategy for recruiting and retaining po-
tential students. With the enrollment 
challenges faced by the CS discipline, 
it is desirable and important that this 
strategy can be adopted widely by all in-
terested faculty and departments.

However, most of the existing work 
in this area is based on pioneering ex-
ploratory projects by faculty members 
with expertise in computer graphics 
and gaming.3,23,28 With few exceptions, 
these projects are student-centric where 
the main goals of study are student 
engagement and various learning out-
comes. Adaptability and generality of 
the resulting materials are usually not 
main concerns. For the faculty mem-
bers teaching CS1/2 courses, most of 
which are without computer graphics or 
gaming background, it can be challeng-
ing to take advantage of these results.

In addition, when considering ex-
perimentation with CS1/2 courses, it is 
important to appreciate institutional 
oversight procedures. Though becom-
ing less controversial in recent years, 
many CS educators continue to be un-
sure about integrating gaming in for-
mal educational settings.20 It can be 
challenging in departmental commit-

tegrate games into their existing curric-
ulum. Typically, games are used as pro-
gramming assignments,1,3,5,22,25,33,34,37 
or to teach abstract concepts,11,15,30 

or as an example application area to 
teach the concepts involved in an en-
tire topic area.9 These are traditional 
CS classes that exist independent of 
game programming. These classes are 
actually clients of game development 
where they use game development as a 
vehicle to deliver specific abstract con-
cepts. After these classes, students are 
expected to understand the abstract CS 
concepts, and not the details of game 
development.

Courses in the first two categories are 
new courses designed to teach students 
about game development. Over time, as 
the game development field matures, it 
is expected that these courses will evolve 
and eventually some of the contents 
will become part of the standard CS 
curriculum. This is not unlike the early 
years of many existing disciplines in CS 
(for example, software engineering13 or 
computer graphics8), where the syllabi 
of pioneering courses consolidated as 
the disciplines mature. Courses in the 
third category, the “game development 
clients,” are traditional CS courses that 
can be found in existing CS curricula. 
The earliest work in this area1,12 adapt-
ed games almost anecdotally without 
holistic considerations; most of the 
more recent work is structured around 
addressing core competency areas with 
reference to the ACM Curriculum. Ac-
cordingly, courses in the “game devel-
opment clients” category can be divid-
ed into two broad efforts: introductory 
programming classes (CS1/2) and ad-
vanced/elective classes.

Games and Introductory 
Programming Classes
Many CS educators recognized and 
took advantage of younger generations’ 
familiarity and interests for computer 
video games and integrate related con-
tents into their introductory program-
ming courses. Because these are the 
first courses students encounter, they 
build excitement and enthusiasm for 
our discipline.24, b Based on the type of 

b	 It is important to reiterate that, after these 
classes students are expected to understand 
abstract programming concepts rather than 
concepts specific to building games.

tees to arrive at consensus for signifi-
cant modifications to CS1/2 courses, 
especially if the modifications involve 
computer games. For these reasons, 
to be widely adaptable, game-related 
CS1/2 materials should be designed 
with the following considerations:

The materials should not demand 1.	
knowledge in computer games or 
graphics.

The materials should include in-2.	
dependent modules that are limited in 
curriculum scope.

The materials should support se-3.	
lective experimentation by individual 
faculty members in small-scale pilot 
demonstration projects in their exist-
ing courses.

Selective Gradual Adoption. Results 
from the extensive game development 
approach discussed previously typi-
cally include large amounts of adopt-
able/adaptable courseware materials. 
However, using these materials often 
requires a significant investment of 
time, for example, understanding a 
game engine, or significant reworking 
of an instructor’s existing curriculum. 
Because of the considerable overhead, 
results from this approach are typically 
not suitable for selective adoption.

 In terms of suitability for selective 
adoption, we expect that results from 
the per-assignment game development 
approach will be most applicable. For 
example, one could selectively replace 
nongame assignments in existing 
classes by the corresponding games 
assignments. However, because of the 
pioneering nature of work in this area, 
many of the results on per-assignment 
game development are “anecdotal” and 
do not discuss the impact of such as-
signments on the CS1/2 curriculum ho-
listically. For example, the results from 
Huang only involve turn-based strate-
gic games,21 Ross only discusses puzzle 
games,32 and the discussion from Val-
entine is based on a single game.38

The Game-Themed Introductory Pro-
gramming Project at the University of 
Washington, Bothellc is specifically de-
signed to address these issues. In the 
first phase of our project, we have de-
signed and built general game-themed 
CS1/2 programming assignment mod-
ules that demand no existing knowl-

c	 http://depts.washington.edu/cmmr/Research/
XNA Games/index.php
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While it is the 
case that proper 
integration of game 
development and 
game content in CS 
classes have the 
potential to further 
engage students 
resulting in higher 
success rates, it is 
not the case that 
any game content 
will result in having 
a positive impact.

edge of games or graphics from the 
faculty,33 and have demonstrated it re-
quires minimum changes to existing 
classes in order to successfully adopt 
these materials. Currently in the sec-
ond phase of our project, we are build-
ing game-themed examples and tu-
torials designed to provide a pathway 
for interested faculty to gradually in-
corporate game-related materials into 
their existing courses. Our project is 
student-centric because our materials 
allow students to practice CS concepts 
in a more real-world-like context. More 
importantly, the materials are also fac-
ulty-centric because these materials are 
the stepping-stones for faculty to begin 
experimenting with a promising new 
approach to teaching CS1/2 courses.

Games and Elective CS Courses
As highlighted earlier, the CS education 
community has a sound understand-
ing of how to integrate visualization 
and interactivity in delivering CS1/2 
content and has achieved impressive 
successes. In comparison, there is a 
relatively modest amount of work done 
in integrating computer games into 
existing traditional CS elective classes. 
This is not surprising as a successful 
systematic integration requires the de-
livery of an entire technical topic area 
to lend itself well in visualization and 
interactivity. There are anecdotal ex-
amples of using game content in deliv-
ering selective topic areas (for example, 
design patterns,16,27 or spatial search 
algorithms34). These are small-scale 
projects not meant to address entire 
courses as identified in the standard 
CS curriculum.

Artificial intelligence (AI),9 software 
engineering (SE),5,10,37 and computer 
graphics (CG)36 are examples of elec-
tive courses where published results 
describe attempts at systematically in-
tegrating game development. In all of 
these cases, the stated student learning 
outcomes are similar to those from the 
typical CS curriculum and do not in-
clude competencies involved in game 
development as defined by the IGDA 
curriculum framework. In these class-
es, students study the core topic areas 
and implement games to demonstrate 
their understanding of the fundamen-
tal CS concepts. This work reported 
high student engagement and enthusi-
asm, while pointing out that the faculty 

members involved must develop large 
amounts of software infrastructure to 
facilitate and support students’ game 
development.

Notice that all three of these topic ar-
eas have significant overlaps with com-
puter games in general: intelligent be-
havior (AI) is one of the most important 
attributes of modern games, SE meth-
odologies are applicable in any soft-
ware product development, and topics 
in CG are the conceptual framework for 
visualization in games. One can argue 
that for these topic areas, it is relatively 
straightforward to integrate game con-
tent in a consistent manner. In general, 
for topic areas that do not offer obvious 
overlaps with computer games or game 
development (for example, compiler or 
programming languages), dedication 
and creativity would be required to de-
velop the elaborate infrastructure and 
to systematically integrate the new con-
tents. In these cases, one should care-
fully examine the trade-offs between 
required efforts, expected benefits, and 
consider other perhaps more appro-
priate practical contexts (for example, 
popular applications on the Internet).

Guidelines for Consideration
While it is the case that proper integra-
tion of game development and game 
content in CS classes have the potential 
to further engage students resulting in 
higher success rates, it is not the case 
that any game content will result in 
having a positive impact. In addition, 
when exploring the potential for devel-
opment or adoption of game content, 
we must work within the bounds of in-
stitutional oversights and be conscious 
about the expertise areas of faculty 
members. The following are some fac-
tors for consideration:

Institutional oversight. ˲˲ Depart-
mental committee consensus is often 
required for significant changes to core 
courses. Because of the potential im-
pact, it can be especially challenging to 
arrive at a consensus for modifications 
to introductory-level courses like CS1/2. 
A strategy is to design limited-curricu-
lum-scope experiments to gain experi-
ence (and collect results) to assist the 
committee’s decision-making process.

Faculty background.˲˲  Many faculty 
members did not grow up playing com-
puter games and most are not familiar 
with graphics programming. When 
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developing or evaluating materials for 
adoption, it is essential to pay attention 
to the prerequisite knowledge. An ideal 
approach would be to clearly separate 
and hide the graphical and user inter-
activity functionality. In this way, fac-
ulty and students only need to concen-
trate on the core CS concepts.

Gender and expertise neutrality.˲˲  As 
with any powerful tool, inappropriate 
use of games can backfire and result in 
further alienation of underrepresented 
groups.20 It is important that the gam-
ing materials are gender and expertise 
neutral. For example, it is important to 
avoid violence and unnecessary com-
petitions.26 The materials used should 
discourage the addition of superfluous 
“eye-candy” graphical enhancements, 
or user interaction programming by 
students with extensive prior program-
ming experience. Doing so will help to 
avoid intimidating other less-experi-
enced students.

Infrastructure support.˲˲  Free and 
simple are the keywords here. Given 
the financial reality of most schools, 
all materials must be freely available; 
the associated institutional infrastruc-
ture requirements must be modest and 
straightforward.

Conceptual integrity.˲˲  Our discus-
sion focuses on the traditional CS cours-
es. It is important to remember that 
ultimately, the goal is to facilitate stu-
dents’ learning about the core CS con-
cepts. Any dilution, even in favor of ac-
quiescing to some students’ desire and 
motivation to become game developers, 
would do the students a disservice.

Textbook availability.˲˲  As in all 
pioneering work, mature and well-
organized materials are mostly under 
development. Although there are some 
textbooks available for specific ap-
proaches (for example, CS1/2,11 com-
puter graphics35), mostly, one must be 
ready to develop custom reading mate-
rial to guide students along.
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